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## AN OVERVIEW

The provision of low cost high resolution colour graphics is probably one of the most exciting and challenging features of a popular home computer like the VIC. With these features a whole new range of exciting applications are opened up for the adventurous programmer. Applications which involve the true visual display of concepts, ideas, and fantasies. In this book I hope to show you how to realise some of the graphics display potential possessed by your machine.

To stimulate your imagination let's first look at some of the possibilities presented by a high resolution colour graphics computer. Perhaps the most obvious application is in simulations, and the most obvious use of simulations is in education. There is an old saying when trying to explain a concept, that a picture is worth a thousand words. This is particularly true in all science related subjects. Relationships can be shown between two or more mathematical functions displayed as curves on the screen, or a mathematical process such as differentiation can be shown graphically taking place. In chemistry three dimensional graphics can be used to show molecular structures and bonding. A chemical process can be displayed and the various reactions simulated by the computer.

Some of the best examples of simulations involving high resolution colour computer graphics come from physics. The teacher has the ability to display the concepts of mechanics, such as Newton's laws, the trajectory of a missile or planetary motion. Magnetic and electrostatic fields and their interrelationship can easily be displayed, as can the path of light through optical systems. In electronics the computer can be used to simulate a circuit and the high resolution graphics used to display the circuit on the screen.

Computer games - which are in the majority of cases just a special fun form of simulation - are obvious candidates for improvement by the use of high resolution colour graphics displays. Although the VIC still cannot match the incredible real time and very realistic displays found on many of the best arcade games, the quality of the home computer's graphics does allow for the programming of some fantastic display based games. leall these games programs the graphics display is augmented by the sound generation ability of the VIC. The range of computer games is enormous, ranging from arcade games like Space

Invaders or Packman to chess programs with a high quality display of a chess board and all the pieces, or the fantasy games like Adventure which can be endowed with some very interesting graphics.

Computer art is an application for high resolution colour computer graphics in which a growing number of people are becoming interested. The artist uses the graphics display as a canvas on which the picture or design is drawn either in a single colour or using all the colours available on the computer. The picture is created by using either a specially written program and an input data base to generate the display, or a light pen or joystick to interactively paint the picture on the screen, much as one would using a paint brush. Such dislays could of course be either a static one off picture or an animated sequence. The generation of animated computer art displays is a subject of increasing interest to creators of cartoon films; this should be within the capabilities of a home computer like the VIC. An example of such graphics was shown in the film 'Star Wars' in the scene where the rebel pilots are briefed on the workings of the 'Death Star'. Full length feature animated films generated by computer can be expected within the next year.

An important application for graphics simulation is using three dimensional graphics software to aid the designing of buildings or engineering structures. This is known as CAD, or Computer Aided Design, and although in commercial applications confined to very large fast computers it is quite possible to perform most of the CAD operations on a machine like the VIC. The designer builds up a model in the computer memory, and can using this data base view the structure from any angle or even go inside. Perspective, light and dark shading, surface texture and colour of solids can all be emulated by such software; some examples of routines to do these functions are given in the last section of this book. Another variation of this type of application is used in flight simulators, where the computer using a previously entered data base, creates a simulated display of a piece of terrain or an airfield as the person using the simulator would see it from any position in three dimensional space. In a flight simulator the position of viewing would depend on how the 'pilot' moved his controls. Simulated landings and take-offs can thus give a visual feedback to the pilot through the use of such computer graphics.


## COLOUR CONTROL

The colours which can be displayed on the VIC are divided into two groups. The first group has eight colours, these can be used for the foreground or video colour, RAM stored colour and the border. The second group has 16 colours which can be used for the background colour or for the auxiliary colour in the 'Multicolour' mode. The colours available in each of the two groups are as follows:

AUXILIARY/BACKGROUND
0 Black
1 White
2 Red
3 Cyan
4 Magenta
5 Green
6 Blue
7 Yellow
8 Orange
9 Light orange
10 Pink
11 Light cyan
12 Light magenta
13 Light green
14 Light blue
15 Light yellow

BORDER/CHARACTER
Black
White
Red
Cyan
Magenta
Green
Blue
Yellow

Text and graphics displays can be generated in these colours using the colour codes within the print statements. This is adequate for the setting of colours in most displays, but when dealing with high resolution or multicolour displays the commands in the Super Expander are essential for easy programming. It should be remembered that colours can only be defined for single character spaces rather than single display points.

## THEORY OF COLOUR PLOTTING

The VIC has two modes of colour operation, 'High resolution' mode and 'Multicolour' mode. The operating mode employed and the colours used are determined by the contents of control registers \# 15 and \# 16 of the 6561 and the colour video RAM. The colour video RAM is located in a 506 byte block of memory starting at location $\$ 9600$ (decimal 38400). If there is more than 8 K of user memory, the starting location of colour RAM moves down to $\$ 9400$ (decimal 37888). The colour video RAM is only four bits wide; bits 0-2 are used to select the character colour and
bit 3 is used to determine if that character is in 'High resolution' or 'Multicolour' mode.

The 'High resolution' mode is selected by having bit 3 of the video colour RAM set to zero; this is the normal mode of operation. In this mode there is a one to one correspondence between character generator bits and the dots displayed on the screen. This means that all 'one' bits will be displayed as dots of one colour and all 'zero' bits as dots of another colour. Each character has two colours, a foreground (all the 'one' bits) and a background colour (all the 'zero' bits). One of these colours is determined by the first three bits of the video colour RAM and the other by bits 4-7 of control register \# 16.

In normal operation the foreground colour is stored in the video colour RAM and the background colour, which is common to all characters displayed on the screen, is stored in register \#16. This can be reversed so that all characters have the same foreground colour, which is determined by register \#16, and different background colours set by the contents of the colour video RAM. Whether a common foreground or a common background is selected depends on the contents of bit 3 of control register \#16. If bit 3 is set to 1 then the display will have different colour characters on a common background colour; if bit $3=0$ then all characters will have the same colour against a different colour background. In addition to the foreground and background colours the 6561 allows the colour of the border around the display area to be changed; this is selected by bits 0-2 of control register \#16.

In summary; in 'High resolution' mode the colours used for a particular character are set by:

1) Set bit 3 of register \# 16 for common background or common foreground.
common foreground - POKE 36879,PEEK(36879) AND 247 common background - POKE 36879,PEEK(36879) OR 8
2) Set the common background/foreground colour in bits 4-7 of control register \#16. There are 16 possible colours and it is the colour number as shown in the above table which is stored in the register, as in the following example where variable C is the colour and is set to a value between 0 and 15:

POKE 36879 , PEEK (36879) AND 15
POKE $36879, \operatorname{PEEK}(36879)$ OR (C*16)
return to normal with - POKE 36879,27
3) Set the border colour in bits $0-2$ of control register \#16. There are eight possible border colours and it is the colour number
shown in the above table which is stored in the register, as in the following example where variable C is the colour and is set to a value between 0 and 7:

## POKE 36879, PEEK(36879) AND 248

POKE 36879, PEEK(36879) OR C
4) Put the colour code for each character to be displayed into the corresponding location in the colour video RAM. There are eight possible character colours (see above table) and they are stored in bits 0-2 of the 506 locations in the colour video RAM. This is done automatically in a PRINT statement where the character colours can be embedded in the string as colour commands, but if POKE commands are used to put characters into the video RAM then the colour code must also be POKEd into the corresponding location in the colour RAM. Given the column number - COL, and line number - LIN, of the display plus the ASCII code of the character - A, and the colour code for that character - C, the following routine will put the character and its colour into the correct locations in the two video RAMs:
$100 \mathrm{Q}=\mathrm{LIN} * 22+\mathrm{COL}$
110 POKE $38400+$ Q, C
120 POKE $7680+$ Q, A
The 'Multicolour' mode is selected by having bit 3 of the video colour RAM set to one. In this mode there is a two to one correspondence between character generator bits and the dots displayed on the screen. This means that two bits of the character generator matrix for that character code correspond to one dot on the screen, and the colour of that dot is determined by the two bit code in the character generator.

Unlike the 'High resolution' mode in which only two colours can be displayed for each character, 'Multicolour' mode allows four colours per character. However, since two bits of character generator data correspond to a single dot on the screen the horizontal resolution is half that of the 'High resolution' mode. That is, each $8 \times 8$ character cell in memory maps onto an $8 \times 4$ character on screen ( 8 lines of 4 dots). Each character occupies the same space in either mode since both modes can be intermixed in a display; this means that a single dot in 'Multicolour' mode occupies the same space as two horizontal dot positions in the 'High resolution' mode. The amount of memory required for storage of the $8 \times 4$ 'multicolour' characters is the same as that required for the $8 \times 8$ characters; the data is simply mapped dif-
ferently on screen.
The 'Multicolour' mode is not suitable for use with the ROMbased character generators but can be very effective when used with a user definable RAM character generator. This is because the ROM character generators are designed for 'High resolution' mode displays where each bit in the character matrix represents a dot position on the screen. In 'Multicolour' mode the character generator contains the colour of each dot by using two bits to represent each display dot; with a ROM character generator most characters will thus appear as an array of different coloured points rather than a character. See the section on high resolution for information on the user of user definable RAM character generators and high resolution point plotting.

In 'Multicolour' mode the two bits of the character generator character matrix which represent each screen dot select one of four colours for that dot. The four codes created by these two bits tell the 6561 where to find the colour information for the dot. The two bit code is not itself a colour code; it is simply a pointer to four different colour codes; this gives more flexibility as each code pointed to has either 3 or 4 bit resolution. The use of a simple two bit pointer, combined with bit 3 of the colour video RAM being used to determine the colour display mode means that it is possible to freely intermix 'High resolution' and 'Multicolour' characters in a display. The colour of the dot can be the background colour, the foreground colour, the exterior border colour or a special auxiliary colour, information on which is stored in bits 4-7 of control register \#15. The 'Multicolour' mode select codes are:

00 - Background colour
01 - Exterior border colour
10 - Foreground colour
11 - Auxiliary colour
The use of the 'Multicolour' mode can be summarised using the following example:

1) Set the background colour to one of 16 colours; this colour code is stored in the following example in variable C which will have a value between 0 and 15:

POKE 36879,PEEK(36879) AND 15
POKE 36879, PEEK (36879) OR (C* 16)
2) Set the exterior border colour to one of eight colours; this colour code will have a value between 0 and 7 and in the following exam-

## POKE 36879.PEEK(36879) AND 248 POKE 36879,PEEK(36879) OR C

3) Set the foreground colour to one of eight colours by POKEing the colour code into the colour video RAM location corresponding to the location of the displayed 'Multicolour' character. Since it is bit 3 of the colour video RAM which determines whether a character is displayed in 'High resolution' or 'Multicolour' mode, 8 should be added to the colour code values for all characters to be displayed in 'Multicolour' mode.
4) Set the auxiliary colour code to one of 16 colours; this colour code will have a value between 0 and 15 and in the following example is stored in variable C :
```
POKE 36878,PEEK(36878) AND 15
POKE 36878,PEEK(36878) OR (C*16)
```

Note: bit 3 of control register \#16 has no function in 'Multicolour' mode but should be set to the normal value of 1, unless otherwise required when intermixing both colour display modes.
5) Set up the character generator matrix for each character to be displayed, thus:

|  | bit |  |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| byte | 7 | 6 | 5 | 4 | 3 | 2 | 1 | 0 | Hex | Location |
| 0 | 0 | 0 | 0 | 1 | 1 | 0 | 1 | 1 | 1B | 5120 |
| 1 | 0 | 0 | 0 | 1 | 1 | 0 | 1 | 1 | 1B | 5121 |
| 2 | 0 | 0 | 0 | 1 | 1 | 0 | 1 | 1 | 1B | 5122 |
| 3 | 0 | 0 | 0 | 1 | 1 | 0 | 1 | 1 | 1B | 5123 |
| 4 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 00 | 5124 |
| 5 | 0 | 1 | 0 | 1 | 0 | 1 | 0 | 1 | 55 | 5125 |
| 6 | 1 | 0 | 1 | 0 | 1 | 0 | 1 | 0 | AA | 5126 |
| 7 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | FF | 5127 |

This example is for a character in a user definable character generator starting at location 5120 . The character has a code value of 0 and shows each of the four colours available in multicolour mode characters thus:

| byte | 76654.32100 | Hex | Location |
| :---: | :---: | :---: | :---: |
| 0 | QQ $三$ 上 4 W/IN | 1B | 5120 |
| 1 |  | 1B | 5121 |
| 2 | QQ $\Longrightarrow$ | 1B | 5122 |
| 3 | Q, | 1B | 5123 |
| 4 |  | 00 | 5124 |
| 5 | \# 4 ¢ | 55 | 5125 |
| 6 |  | AA | 5126 |
| 7 |  | FF | 5127 |

## RANDOM COLOURS

## DESCRIPTION

Colours can be used to fill blocks of the screen thereby generating interesting effects. This program shows how the colour command can be used to generate colourful dynamically moving patterns. The display consists of a dynamically moving point at which are plotted squares of different colours, the movement of the point and the colour selection are random. The resulting display is a changing pattern of variously shaped different coloured blocks.

## RUNNING THE PROGRAM

Since no parameters are input by the program, simply type RUN and watch the program display a constantly changing coloured pattern.

## PROGRAM STRUCTURE

110 set starting point on screen
130 set random variables for colour and number of characters of same colour
220 set random variable for movement direction
230-260 move in one of four directions
270-310 check character position is within screen boundary 330-380 plot coloured square

1 REM RFFHDOM COLOURS

3 FEM
10 REM THE ROUTINE GEHERRTES A IMHAMICAL'T
$2 \square$ FEM MOWIHG COLOUR IIEFLRY.
25 SCHCLE
30 REM
40 REN SET COLOMR
45 REM
50 GEAFHIC 2:COLOR $1,1,1,0$
54 FOKE3E879,FEEK(36879)+8
55 REM
100 REM SET COHSTFHTS
$110 \mathrm{~F}=10: \mathrm{B}=10$
120 REM
130 FEM FAHDDMISE COLOUR
15 FEM
16日 $\mathrm{E}=\mathrm{INT}(\mathrm{RHD}(1)$ *)
165 IF $C=1$ THEH 160

180 REM
190 REM MAIH GHARRCTER PLOTTIHG ROUTIUE
200 FEM
210 FOR $\mathrm{X}=0$ TO H
$220 \mathrm{I}=\mathrm{INT}$ (FWID(1)*4)
230 IF $\mathrm{I}=0$ THEN $\mathrm{F}=\mathrm{A}+1$
240 IF $\mathrm{D}=1$ THEK $\mathrm{A}=\mathrm{A}-1$
250 IF $\mathrm{D}=2$ THEN $\mathrm{E}=\mathrm{B}+1$
260 IF $\mathrm{I}=3$ THEN $\mathrm{E}=\mathrm{B}-1$
265 REM
270 REM WITHIN BOUUDE?
275 FEM
2 20 IF E> 18 THEN $E=18$
290 IF $B<1$ THEF $B=1$
300 IF $A \geq 18$ THEH $A=18$
E10 IF FCI THEN F $=1$
22EI FEM
330 REM FLOT COLCIURED CHARRCTER
34 B REM
3 EB CDLOR $1,1,0,0$
360 CHFR A.E." "
STO REXT X
sag rioto 160

FEEAD'.

## DESCRIPTION

Background colours can very effectively be used to fill blocks of the screen with different colours to define outline shapes. High resolution or character plotting can then be used to put details on the outline. This program shows how this can be done and to illustrate the technique draws a map of North America with appropriate text legends. The background colours are set by POKEing the correct colour value into the colour memory in this program only two outline colours are used and for this reason the plotting is divided into two sections, one for each colour. The display is built up from lines or single characters of colour. The data for each line displayed is stored as data statements and consists of sets of three values - line number, column number and number of characters from that position to be plotted continuously on the line. If the display was to be plotted in many different colours then an extra colour parameter should be added to the data tables.

## RUNNING THE PROGRAM

Since no parameters are input by the program simply type RUN and watch the program display a map of North America on the screen using different colours for each country.

PROGRAM STRUCTURE
100-140 fill the screen with cyan colour to act as a background to the display
200-280 plot the map of USA in green using data from table lines 310-370
300-370 data table for drawing map of USA, note that the data is stored as a sequence of three values: line, column and length of block
500-570 plot the map of Mexico and Canada in white using data from the table in lines 600-700
600-700 data table for plotting Mexico and Canada
900-1070 put legends on map - note: make sure that the paper colour for the text or high resolution is identical to that of the background colour already plotted

1 REM MAP

3 FEM
1 A REM THIS FROGERM DRAWS A COLOLIRED
15 REM MAP OF MORTH RMERICR.
20 PEM
30 PEM
10 REM SET MAF ERCKOROUMD COLOUR FE ELIIE
110 REM
130 COLOR E, $\epsilon, 0,0$
14 PRINT" ${ }^{2}$ "
165 FEEM
2 GC FEM DRFW THE U.S.F. IH GREEH
205 REM
210 READ R,S.L
220 IF R=10A THEH GOTO 500
$230 \mathrm{~F}=3840 \mathrm{Cl}+\mathrm{R}$ *2 $2+5$
235 $\mathrm{K}=76 \mathrm{Be}+\mathrm{R}: \mathbf{w 2} 2+\mathrm{S}$
24 F OR $0=0$ TO L-1
250 POKE P+0.5
255 FOHE X+Q, 16.
250 HEXT 0
270 REM
286 GOTO 210
290 REM
300 REM DATA FOF FLOTTING U. S.A.
305 REM
310 DATA 6,1,4
320 IATA $7,1,14,7,16,2,8,0,14,3,17,3$
330 IRTA $9,0,15,9,16,4,10,0,19$
34 ILATA $11,6,18,12,6,18,13,1,17,14,1,17$
§50 DATA 15,2,15,16,6,11,17,7.8,17,15,2
360 IATA $18,3,5,18,16,2,19,17,1$

495 EEM
EgG FEM IRFW CAFAFIA FHID MEMICO IN WHITE
5 GE REM
51G REFID R.E.L
520 IF $\mathrm{E}=1 \mathrm{DO} \mathrm{THEK} 990$

$5 \mathrm{SE} \quad \mathrm{A}=76 \mathrm{SO}+\mathrm{F}+22+8$
540 FOR $D=0$ TO L-1
550 POKE P+O. 1
555 FOUE X +0.160
560 HEKT 0
57 GOTO E10
595 FEH
EOU FEM IAFTA FDF: SANATA FHI MENICO
E.E REM

E10 IFTA 0.0.20.1.0.20
E20 IfFTF 2. $0.20 .3 .0 .20 .4,0.20 .5,1,19.6,5.15$

```
62% DFTA P,15,5,8,16,3,9,17,1,16,2,4,17,2,1
E26 DFTF 17,4,3,18,3,1,13,5,5,19,5,8,20,5.E
ESO IIFTF 21.5,8
7GO IATA 100.100.1gR
BS5 REM
GOO REM FIIT PFMES OH MAP
OQ5 FEM
910 FOF: I=1 TO 3
920 FEAD R,S.N*
```




```
970 FOKE X+Q.FSC(MID*r,*s:Q+1,1))+E4
SGO HENT Q
gGO NEYT I
10日G GET A系:IF F&="" THEN 1090
```



```
1020 EOLOR 1,3.6,0
1030 EHI
10S0 IATA 3,G."CAMADA"
106G IFTA 2Q,E:"MEXICO"
1日7@ IARTA 12,8:"USA"
FEFIDT'.
```


## RAINBOW

## DESCRIPTION

This program demonstrates how colours can be used with the high resolution plotting commands plus some of the limitations of high resolution colour. The display is a rainbow of four different coloured semicircles - red, yellow, green and blue. Each coloured semicircle is composed of three high resolution half circle plots. As the program stands the display produced has the four arcs each with a different colour, but notice that the gap between each arc is quite wide, try reducing the width of this gap and the colours of each arc start to break up. The gap can be reduced by changing the step value in line 210. The reason for this problem is simply that the colours are defined on a character square basis, trying to display two high resolution points of different colours in the same character space is impossible, the result is that the colour of the first plotted point will be changed to that of the second as soon as the second is plotted.

## RUNNING THE PROGRAM

This program requires no input parameters, therefore simply enter RUN and watch the computer draw a coloured rainbow on the screen.

## PROGRAM STRUCTURE

90 draw border around screen using subroutine at 500
110 coordinates of semicircle centre
120 start and end angle of semicircle
200-330 loop to draw four coloured arcs
410 colour data stored as colour values for each arc 500-560 border drawing subroutine


```
1 REM FRINBOW
```



```
3 REM
10 REM THIS PFOGRFM WILL DFRH A COLDUFEEI FEFIHEOW
20 REM USING HIGH RESOLUTION
3G REM FLOTTIWG.
SG REM SET COLDUF'S
55 REM
GO GRFFHIC 2
70 COLOR 1, 1,0,0
75 REM
GO REM DRFW EORDER
E5 REM
50 GOSUB 500
95 REM
100 FEM SET COHSTAINTS
105 REM
110 XC=512:9C=906
120 P1=50:P2=100
130 REM
140 REM LOOP TO DERW FOUR COLOURED FRAIHECN
150 FEM
1E0 FOR R=100 T0 650 STEP 150
130 RERD C
180 EEEGIOH C
290 REM
200 REM THREE LIHES TO EACH COLOLIR
205 REM
210 FOR Q=20 TO E0 STEP 20
220 F=R+Q
230 CIRCLE 2,XC,YC,E, T*P,F,F1,F2
240 NEMT Q
250 NENT R
3 0 0 ~ F E E M ~ E N D ~
310 GET R圭:IF R多="" THEN 310
320 EOLOR 1,3,E,6
330 GRFFHIC 0
340 END
395 REM
4EO REM COLOLJP IATA FOR RAIHEOM
405 FEM
410 IRTA 2,7,5,6,
495 FEM
S00 FEM DERW EORIER.
505 REM
510 FOIHT 2,0,0
520 IRFW 3 TO 0.1023
530 DFFW 3 TO 1023.1023
540 IFFH 3 TO 1023,0
EEG IRHN 3 TO 0.E
EEO FETUFT
```

FAN

## DESCRIPTION

This is the last program in the section on colour and it simply produces a pretty changing and colourful pattern using high resolution colour plotting. The pattern is built up from different coloured high resolution lines and can be varied by changing the initial variable values in line 110 or by inserting extra loops into the main display loop - lines 140 to 220 . The colour of each plotted line is set by a random value between 1 and 7 in lines 350-370. The lines are drawn by the subroutine 400 to 510 .

## RUNNING THE PROGRAM

Since no parameters are input by the program, simply type RUN and watch the pattern develop on the screen in constantly changing colours.

## PROGRAM STRUCTURE

50 set background colour


```
1 REM FAN
```



```
3 REM
10 REM THIS PROGRFM DRFME F
20 REM COLOUFED ROTATING FAH
30 REM
4E REM SET BRCKGROUND COLOUR
50 GRHFHIC 2
G0 COLOR 1,1,0,0
75 REM
GO REM DRAW BORDER
65 REM
90 cosua 600
95 REM
10| REM SET UF VFRIRBLES
105 REM
110 }\textrm{x}=0.01:\gamma=0:a=25:Z=
120 REGIOH }
130 REM
135 REM MAIH LOOP
137 FEM
140 FOR Y=2@ TO 1000 STEP 24
150 GOSUR 3010:NENST Y
1E0 FOR Y=20 T0 1000 STEP 24
170 GOSUE 300:NEXT Y
180 FOR X=1000 TO 20 STEP -24
190 GOSUS 300:NEXT X
200 FOR Y=100G TO 20 STEP -24
210 GOSUU 30G:NENT Y
220 GOTO 140
290 REM
Gag REM DRFiN LIHE FHHI SET IHK' COLOUR
305 REM
310 YE=1000-Y:YB=1000-'%
320 YE=K:TE=Y
300 00SUB 400
340 Z=Z+1:IF Zつ=0 THEN Z=0
354 Q=INT<RHD(1)*EG\
3e0 C=INT(END\(1)**)+1
36S IF C=1 THEN 360
3TE REGIOH C
380 RETURH
390 FEM
40G REM IRAN LIWE
410 A= ' FE-XB
420 B='4E-'TB
4EQ Q=SOR(A;*F+E*E)
440 U&=ATO
450 U'%=E,0
400 FORE L=0 TO O GTEF 24
470 X1=:4E+L利采
```



```
4马0 IF X1<E DF Y1<0 THEN 510
5@0 FOIHTT ב,XI,Y1
51G HEKTL
520゙ FETURH
5S5 F:EM
ENO FEN IRRU EOFTIER
E@S FEM
G10 PDINT 2,0,0
E2g IRFW 2 TG E.10ご3
E3C DRFWW 2 TO 1E23,1023
64G DFFW 2 TD 102S,0
E5O IFFH| 2 TO 0,0
EGO RETUFH
```

אEFDI．

## COLOURS

## DESCRIPTION

Although the VIC has the ability to display a wide range of colours, and has some good high resolution graphics routines built into ROM, using both of these can at best be a little awkward. The use of the VIC cartridge the 'Super Expander' makes life considerably easier by giving you such commands as CIRCLE, PAINT, and so on. In this program we are going to use those two commands in particular to draw a circle, colour it in, and at the same time have you specify the colour of the 'paint' that we are going to use to fill the circle.

## RUNNING THE PROGRAM

In this program only one input is required, and that is the colour of the paint to be used. Our input routine, commencing at line 100, but consisting mainly of the subroutine from lines 400 to 460 , will only allow an input of a number from 0 to 9 , or the ' - ' key. Inputting a negative number allows you to exit from the program, otherwise you just go back for another go. The central $X$ and $Y$ coordinates $X C$ and YC (using the graphic 2 mode and a scaled resolution of 1024 by 1024) are set in lines 120 and 130 respectively, and the radius $R$ is set in line 140 . Our border drawing subroutine in lines 300 to 360 is used to DRAW a neat border around the screen, before drawing the circle and filling it in with the routine in lines 185 to 230 . Line 240 then sends us back to request another colour.

## PROGRAM STRUCTURE

## 60-70

90
100
105
120
130
140
150
185-240
250-280
300-360
400-460
set colours
draw border round screen using subroutine at 300
input colour using subroutine at 400
check for end of program
set $X$ co-ordinate of centre of circle
set $Y$ co-ordinate of centre of circle
set radius of circle
draw border round screen using subroutine at 300
draw circle and paint it in
end routine
border drawing subroutine
data input and checking routine

```
1 FEM COLOUKS
```



```
3 REM
10 REM FROGRAM TD DRAW A CIRCLE
20 REM FHN COLGUR IT IN USING THE
3Q REM 'FAINT' COMMAND.COLOUR OF
4G REM FAINT IE IHPUT.
4 5 ~ R E M
50 REM SET COLOURS
55 REM
G0 GRFFHIC 2
T0 COLGR 3,3,0,0
75 REM
SO REM IRFW FORDER
85 REM
g0 gosue 300
95 REM
100 REM INPUT COLDUR OF PAINT
101 2ま="":T=5
102 CHAR 19.2,"? "
103 BOSUB 400
1E4 C=2
105 IF C<0 THEN 250
106 IF C27 THEN 1010
107 FOR I=1 TO EGIG:NEMT I
110 REM SET OTHER PARRIIETERS
115 REM
120 XC=512
130 Y'C=475
140 F=350
150 REM DRAW BDRDER
155 REM
160 SCHCLR
176 OOSUE 300
180 REM
165 REM DRFW CIRCLE
190 REM
2GO REGION C
205 FEM
210 CIRCLE 2.MC,MC,G.7*R,R
220 FAINT 2, %C,YC
230 REGIOH O
240 g0TO 100
25G FEM EHII
zeg COLDR 1,3,E,0
270 GRAFHIC @
2a4 ENII
2G5 REM
301 REM DRAW BORDIER
SOS REM
310 FOINT 2,0,0
```

```
320 DFFWW 2 TO 6,950
330 1RFFN 2 TO 1023.350
340 DRFLN 2 TO 1E123,0
550 TRFFN 2 TO 0,0
GEO RETURH
395 FEM
400 FEM INFUT DATA
4G5 REM
410 GET F类:IF F年="" THEN 410
```



```
430 CHFAR 19,T, F主:T=T+1
446 ご=ここ*+A$:GOTO 410
45@ Z=WRL(ても)
4EO RETIURN
```

READ＇Wive


## HIGH RESOLUTION DISPLAYS

Besides normal text the VIC can display drawings and shapes. Such graphics displays can be achieved using either the simple character graphics or the high resolution point plotting facility. Character graphics can be built up using strings of graphic characters displayed at the correct position on the screen. Such displays are, however, simple and crude; wherever possible, high resolution point plotting is preferable.

The easiest way to give the VIC high resolution point plotting capability is to use the Super Expander cartridge. This cartridge adds a range of useful high resolution point plotting commands to the VIC. If you do not possess this cartridge, a short program written in Basic, such as the example at the end of this section, can be used to plot high resolution points, lines etc.

## THE THEORY OF HIGH RESOLUTION PLOTTING

The VIC has two display modes, normal text mode and user definable character mode. The modes are determined by the position in memory of the character generator. There are also two modes of colour operation, high resolution and multicolour. The VIC is thus capable of several permutations of colour and display mode.

The two display modes depend on whether the normal internal ROM-based character generator is used or a user definable RAM character generator. The position of the character generator within processor memory space is determined by the contents of bits $0-3$ of control register \#5. These four bits form bits A10 to A13 of the actual character generator address as follows:

The normal contents of bits $0-3$ of control register \# 5 are zero; the way the VIC is configured, this gives a character generator address of Hex $\$ 8000$ (decimal 32768). Starting at this location is a 4 K ROM, the character generator; this contains the usual dot pattern for each of the 256 different characters which can be displayed. The 4 K character generator ROM contains two separate character generators each occupying 2 K of ROM.

The first of these two character generators which starts at address Hex $\$ 8000$ (decimal 32768) contains the dot pattern for the 128 normal upper case and graphics characters plus the 128 reverse field versions of the same characters. The second character generator starts at location $\$ 8800$ (decimal 34816) and is identical to the first except that part of the graphics character set is replaced by lower case characters. When the second character set is enabled the VIC will normally display in lower case characters rather than the normal upper case; upper case will
be displayed with the shift key depressed.
The second character generator can be enabled normally by pressing the shift key and the Commodore logo key simultaneously. Alternatively, one can change the contents of control register \# 5, thus:

POKE 36869,242: set lower case display mode POKE 36869,240: set upper case display mode

This simply shifts the starting address of the character generator up 2 K in memory, thereby accessing the second character generator.
The character generator starting address in control register \#5 can be changed so that the character generator is located in RAM, thereby allowing user definable characters to be created. The starting address of the user definable RAM character generator on the VIC can be any 2 K ( 4 K if $8 \times 16$ characters are used) block of RAM located between address Hex $\$ 1000$ and $\$ 3000$. It should be located at the highest possible address and protected from being overwritten by Basic by lowering the top of memory pointers to protect the RAM space used by the character generator. The setting up of control register \# 5 has the following rules:

1) The starting address is always located at the beginning of a 1 K block.
2) If the contents of bits 2 and 3 are both zero then the starting address defaults to the ROM at $\$ 8000$ plus the offset stored in bits 0 and 1 ; this offset is in increments of 1 K .
3) Bits 2 and 3 contain the starting address in increments of 4 K .

Thus, to put the user definable character generator to start at 11 K up in memory or Hex $\$ 2000$ or $2 \times 4 \mathrm{~K}$ block plus $3 \times 1 \mathrm{~K}$ block, then bits 0 to 3 would be set up as follows:

| Bits | 3 | 2 | 1 | 0 |
| :--- | :---: | :---: | ---: | ---: |
| Binarycontents | 1 | 0 | 1 | 1 |
| Representing | $2 \times 4 \mathrm{~K}$ blocks | $3 \times 1 \mathrm{~K}$ blocks |  |  |

The user definable character generator is very important since it not only allows special graphics characters to be created but it also allows high resolution point plotting on the VIC. This allows a graph or display to be created with a resolution of 176 points in the horizontal by 184 points vertically, sufficient to give a very good quality display. High resolution point plotting is achieved by programming techniques using the user definable character
generator. The use of the RAM character generator must be understood before these techniques can be explained.

The first stage in creating a user definable character set is to allocate a block of RAM memory for storage of the character generator. If characters on an $8 \times 8$ matrix are being displayed then 2048 memory locations are required; if an $8 \times 16$ matrix is to be used, then 4096 locations are required. Since a standard VIC only has 3584 RAM memory locations available to the user, an $8 \times 8$ matrix user definable character generator using 2048 of these locations is the only one feasible. The user RAM on a standard unexpanded VIC starts at memory address 4096 and goes on to address 7679.

The character generator can be programmed to start at any of the following addresses within that range: 4096, 5120,6144 or 7168. Since 2048 locations are required for the character generator, the only possible starting location is 5120 ; this leaves 1024 bytes free for user programs (not much; purchase of the standard 3 K RAM expansion module is strongly recommended; its use will not change the start address recommended above). This area of RAM chosen for use by the character generator must be protected from being overwritten by a Basic program or data; if this happened the display would be destroyed. The user definable character generator can be protected from being overwritten by lowering the top of memory pointers, thus:

## 10 POKE 51,255: POKE 52,19 <br> 11 POKE 55,255: POKE 56,19 <br> 12 CLR

The next stage is to put the data about each character into the new character generator. This is done by using POKE commands or machine code load statements to put information into the 2048 memory locations. Before this can be done each of the new characters must be designed; this entails drawing each character on an $8 \times 8$ grid (see Fig 1). Once the character has been designed it can be converted into the block of eight numerical values for storage in the character generator. Each line in the $8 \times 8$ grid corresponds to a byte of data and each of the eight bits in that byte corresponds to a dot or column position on that line.

Information is stored in memory in binary; thus by considering each bright dot to be a logical ' 1 ' and each space a logical ' 0 ', a line of dots in each character can be converted into a numerical value. The way this is done is shown in Fig 2. Some examples of character designs and their conversion to numerical values are shown in Fig 3. From these values a table can be created, one col-
umn having the character generator address and the corresponding entry in the second column having the value to be put into that location.

The table is divided into blocks of eight entries, each block containing the data for one character. Each of these blocks of eight entries is numbered starting at 0 and going up to 255 . These numbers correspond to the ASCII or character code number stored in the video RAM when the characters are displayed. An example table using the character designs in Fig 3 is shown in Fig 4. The table need only contain the number of characters actually required; all 255 possible character blocks do not have to be filled in. It is advisable though that the table starts at the first location in the character generator; any gaps left should be filled with zeros. If the character generator is being loaded from a Basic program, the values in the table are best stored as DATA statements; these values are then entered into memory using POKE commands, thus:

20 FOR I = O TO 2048
21 READ A
22 IF A = "*" THEN 30
23 POKE $5120+\mathrm{I}$, A
24 NEXT
30 END
100 DATA $24,20,20,18,48,112,96,0$
110 DATA $0,24,60,126,255,24,36,66$
120 DATA $255,126,60,24,24,60,126,255$
130 DATA *

In the majority of applications alphanumeric characters are required in addition to user defined graphics characters; in such cases part of the data in the ROM based character generator must be transferred to the new RAM character generator. All the alphanumeric characters plus the VIC graphics characters (or lower case depending on which of the two character generators is accessed) are contained in the first 128 characters of the character generator. The remaining 128 characters are the reverse field versions of the first 128 characters. The first 128 characters of the ROM character generator are transferred to the new RAM character generator using a combination of PEEK and POKE commands thus:

20 FORI=0 TO 1024
30 POKE $5120+1$, PEEK $(32768+1)$
40 NEXT I

This leaves 128 possible user definable characters starting at address 6155 . These characters can be filled as described above, and will have an ASCII code starting value of 128. An example of the routine to enter the character generator data will be as follows:

20 FORI $=0$ TO 1024
21 POKE $5120+\mathrm{I}$, $\operatorname{PEEK}(32768+1)$
22 NEXT I
30 FOR I = 0 TO 1024
31 READ A
32 IF A = '"*' THEN 200
33 POKE $6144+1$, A
34 NEXT
60 REM DATA FOR ASCII CODE CHARACTERS 128, 129, AND 130

100 DATA $24,20,20,18,48,112,96,0$
110 DATA $0,24,60,126,255,24,36,66$
120 DATA $255,126,60,24,24,60,126,255$
130 DATA *
Having loaded the user definable character generator it can be used. It will remain in the VIC until the machine is switched off and can thus be used by more than one program. To use the RAM character generator two of the 6561 registers must be changed, thus:

200 POKE 36869, 253
210 POKE 36866, PEEK(36866) OR 128
Once the user definable RAM character generator has been set up and the 6561 registers changed to utilise the new character generator, it can be used to generate special displays. If POKE commands are used to place the characters in the video RAM memory then the ASCII code value of the new characters is used. If the new characters are incorporated into strings then it is essential to know which character in the normal character set the new character replaces. This can be determined by using the table of VIC ASCII codes and looking for the character with the same code value as the new character. When the program is written the normal characters are inserted into the string; when the program is run they will be automatically replaced by the new characters. It is important to note that when using POKE commands the colour

RAM location corresponding to the location where the character is to be displayed must also be set to give the required colour, otherwise the display will be white on white and therefore invisible. To restore the normal function of the VIC ROM character generator, use the following two lines:

500 POKE 36869,240
510 POKE 36866,150


Examples of layout in design of characters.


Conversion of a character into numerical values.



| $5120-0$ |
| :--- |
| $5121-24$ |
| $5122-60$ |
| $5123-126$ |
| $5124-255$ |
| $5125-24$ |
| $5126-36$ |
| $5127-66$ |

$5128-24$
$5129-20$
$5130-20$
$5131-18$
$5132-48$

etc. $\quad$|  |
| :--- |$\quad$ Character \#1

uearos oluo paddeu W甘y oap!n
$\stackrel{\Gamma}{5} \stackrel{N}{\substack{0}}$



High resolution point plotting uses exactly the same principles as the generation of user definable characters. it entails filling the video RAM with each of the 255 character codes (only half the screen can be used with $8 \times 8$ characters). The RAM character generator can then be used as a high resolution memory mapped display. If all bytes in the RAM character generator are set to zero then the screen is blank; set one bit in one of the characters and a single high resolution dot will appear on the screen.

The relationship between a single dot on the screen, the locations in the RAM character generator and the code value in each of the video memory locations is shown in Figure 6. This shows that the basis of high resolution plotting is simply filling the video RAM corresponding to the screen area of the high resolution display with successive and incremented code values. The rest is a matter of calculation to ensure that the correct bits are set in each of the eight bytes corresponding to each of the character codes used in the video RAM.

A high resolution plotting program consists of two parts, the initialisation and the point plot subroutine. The initialisation sets up the registers of the 6561 for the user definable character generator, lowers the top of memory to protect that character generator, puts the correct data into the video and colour RAMs and clears the contents of the RAM character generator. The point plot subroutine is called whenever a point is to be plotted or erased and consists of a routine which calculates, from given $X$ and $Y$ coordinates, which bit in which byte of the RAM character generator is to be set or erased.

It should be noted that the area of the screen devoted to high resolution plotting can vary from just a few adjacent character spaces to the whole screen (to do this the 6561 is initialised to display $8 \times 16$ characters rather than the normal $8 \times 8$; this requires the RAM character generator to be enlarged to 4 K ). An example of a set of Basic routines to plot points in high resolution, plus lines and circles, is contained in the following program (these routines use a 2 K character generator and $8 \times 8$ characters so the display only occupies half the screen; the 6561 registers have been used to centre the display). Note also the routine which transfers characters from the ROM character generator to the user definable RAM character generator.


```
2 FEN *FRGGERT1 TO FLOT THE GRHFH OF A FUHCTION
3 REN *IN HIGH EEGOLUTIOH CHN THE WIC:
4 \text { REM ************************************************}
5 \mp@code { R E M }
G REM * INITIALISE ES61 REGISTERS
7 FFINT"mI"
E FOKES6SET,125
9 FCKES6BE5,E0
10 F(8)=0:F(0)=128:F(1)=64:F(2)=32:F(3)=16
20 F(4)=E:F(5)=4:F(E)=2:F(7)=1
S0 FORO=6TO255
3 FUKETESG+Q.0
S4 FOKES8400+0.2
SE RENTQ
40 FOFQ=5120TO5120+255*8
42 FONEQ,6
44 i\EMTQ
45 FOKESEG69,253
4E FOLESESE,FEEK(S5866)0R123
47 FOKESESE7.150
EQ FEM
E1 FEM :FLLGT GEAFH GIF FUHCTION IN LINE 90
52 FEM
B5 FDEC=0TO175
90 L=45+40*SIH(C)
31 FEM
Fe FEEM $HIGH FESOLUTION POINT FLGIT ROLITINE
OS FEM
100 }\textrm{H}=512
110 LF:=L`8
120 LF=INT(LR)
136 }\textrm{H}=\textrm{F}+(\textrm{LF
140 LR=(LE:-LA)*S
30日 CR=C,E
31E CH=INT(CR)
30 }\overline{\textrm{B}=\textrm{A}+(C,
35 }\textrm{H}=\textrm{F}+\textrm{LFF
30 CR=INT(<CR-CA)*B)
40日 FOMEF,FEEK(G)ORF(CR)
5GU HENTC
550 REM
551 REM WWHIT FUR KE'' FRESS THEN RETURH
55 REM WSGREENTO NOFMIL.
55% REM
```



```
10ug FOKEOESEG,240
1010 FOKESESEE,150
1020 FOKESEEST,174
10G0 FUKEOESEE,SE

```

171 IHTH $22,80,22,56$
172 IHTH $120,86,120,50$
175 IATH $122,50,122,50$
$160^{\circ}$ REM 来END UF LINE IHTH
159 IATA 255,255,255,255
190 KEM

```


```

193 REM WFADILIE F:
194 FEM
199 DATH $255,255,255,255$
260 $\mathrm{C} X=21: \mathrm{C}^{\prime} \mathrm{T}^{\prime}=4 \mathrm{E}: \mathrm{F}=16$
こ1E GOSUE3060
$220 \quad \mathrm{CX}=121: C Y=35: k=15$
230 GUGUEE000

```

```

16E1E1 REM
1016 FEM 赖IHE IRHHIHG ROUTIHE
1026 REM 制UES IIHTA FROM LINE DHTH THELE
1630 FEM
$1206 \times I=X 2-X 1$
$1210 Y \mathrm{YH}=\mathrm{Y}^{2}-41$
1230 स $\mathrm{B}=1: \mathrm{A1}=1$
1240 IF 1 USUTHEHA
1250 IFXI<GTHENH1=-1
$1270 X E=H E S(X I): Y E=R B S(Y D): I I=X E-Y ' E$
1280 IFD1> $=0$ THEN1320
1290 SU=-1:S1= $\overline{0}: L G={ }^{\prime}{ }^{\prime} E: S H=\lambda E$
$130 \mathrm{IFYD}=0 \mathrm{THENSO}=1$
1310 GOTO1340
$132 \mathrm{E} 5=\mathrm{E}: \mathrm{S} 1=-1: \mathrm{LG}=\mathrm{XE}: S H={ }^{\prime} \mathrm{r}^{\prime} E$

```

```

1340 FEM
1350 TT=LG:TG=SH:UD=LG-SH:CR:LG-SH
$1355 \mathrm{D}=\overline{6}$
1365 REM
$1370 \mathrm{C}=\mathrm{K} 1: \mathrm{L}=Y 1:$ GOSUES100
1306 IFCT $>=0$ THEN1420
$1356 \mathrm{CT}=\mathrm{CT}+\mathrm{TS}: X 1=X 1+S 1: Y 1={ }^{\prime \prime} 1+E G$
1416 GOTO1460
$142 \mathrm{C} \quad \mathrm{CT}=\mathrm{CT}-U \mathrm{D}: \mathrm{X} 1=X 1+\mathrm{H} 1: Y 1=\mathrm{Y}^{\prime} 1+\mathrm{HE}$
1466 TT=TT-1
1476 IFTTCGTHENFETUFH
1486 GTTG1.376
ZGDE FEM
2010 FEM $\$$ FOINT FLOT FOUITIHE

```

```

2036 REM FRUUTIUES

```


```

2600 KEN

```
```

2100 F=5120
2110 LK=L,S
21ごも LF=INT(LF゙)
2135 F=F+(LH*1PE)
2140 LF={LF-LF)*E
2304 CF:=C,A
ЭЭ1E1 CH=INT(CR)
2320
2325 F=F+LF
2330 CR=INT(<CR-C.R)*\&)
240日 FOKEF,FEEK(F)OFF(CF:)
2500 FETUFH

```

```

3006 REM
SWG1 FEM NCIFCLE IRMNING ROIUTINE
ЗUGこ REM *OX FNII O'% AFE UFFSET WRFIHELES
3016S KEM :|WHICH IETEFMINE WHETHER F CIFCLE
GE144 REM WCOR ELIFSE IS IFRHWH
3065 REM1
3010 OX=1:UY=1.2
S020 F=2\$\pi
30:30 N=100
S04E1 INC:= (F-5), N
3G5G FORI = GTUASTEPIHE

```

```

3076 Y=F粏US(I):Y=INT(Y*CO'r'C'r'+.499)
306G L=Y:C=X:GUSUE`1GU
OGOG NEXTI
S1GE1 RETUFH

```

\section*{DESCRIPTION}

Although the VIC Super Expander command DRAW will draw a high resolution line between two points on the screen it has several serious drawbacks. Foremost of these drawbacks is that it uses relative coordinates, which are not very easy to use in many graphics applications. Another drawback is that it is impossible to draw a line with variable spacing between the dots. Both these problems are overcome by using this program, although it has one shortcoming in that since it is written in Basic it is rather slow. Most of the programs in this book which require line drawing use this routine. The variable R\$ is input to determine if the line is to be drawn or erased (the line is erased if \(\mathrm{R} \$=\) E).

\section*{RUNNING THE PROGRAM}

In the program 'LINE' there are six variables which are input by program lines 100 to 130 . The first two are input by line 100 and are the \(\mathrm{X}, \mathrm{Y}\) coordinates of the beginning of the line. The second two variables are the \(X\) and \(Y\) coordinates of the end of the line, and the last variable is the spacing between the dots used to draw the line. The input in line 120 determines whether the line is drawn or erased. If an ' \(E\) ' is input then the line will be erased, if any other letter then the line will be drawn.

\section*{PROGRAM STRUCTURE}

60-70 set colours
90 draw border around screen using subroutine at 500
100-150 input variables for start and end of line coordinates and dot spacing
160-320 line drawing routine
500-560 border drawing subroutine
600-660 Data input routine


1 REM LIHE

3 REM
10 REM THIS PROQRRM DFFINS OR ERFSES F LINE
20 REM EETUEEN TWO SETS OF COORIIHFTES
30 REM THE SFACIHG BETWEEN THE IOTS USED
40 REM IS YFRRIFBLE．
45 REM
59 REM SET COLOURS
55 REM
60 GRAFHIC 2
70 COLOR \(3,3,0,3\)
75 REM
GO REM DRAW BORDER
S5 REM
90 GOSUR 500
95 REM
100 REM LINE DRAWINO ROUTINE FRRAMETER INPUT
110 REM COOFDINRTES OF BEGINHINO OF LIHE
111 こ秉＝＂！：T＝5
112 CHFR 19，2，＂？＂
113 GOSUB 600
114 XB＝2：Z末＝＂n
115 CHRR 19，T，＂，＂：T＝T＋1
116 GOSUB 600
117 YB＝Z：FOR I＝1 TO 500：NEXT I
118 IF XBCO OR YBCO THEN 700
119 CHRR 19．2，＂＂
120 REM COORDINATES OF END OF LINE
121 乙 \(\ddagger=1 ": T=5\)
122 CHFR 19，2，＂？＂
123 GOSUB 600
124 XE＝て：Z \(\ddagger=1 "\)
125 CHAR 13，T，＂，＂：TmT＋1
126 GOSUB 600
127 YE＝Z
123 FOR I＝1 TO S00：HEXT I
129 CHAR 19，2，＂
130 REM DOT SPACING
131 Z \(\$=1\)＂\(: ~ T=5\)
132 CHAR 19，2，＂7＂
133 GOSUB 600
134 DS＝EWZ
135 FOF：I＝1 TO 500：HEXT I
136 CHAR 19，2，＂
＂
140 REM DRAN OR ERRSE
141 CHAR 19，2，＂？＂
142 GET R土：IF R \(\ddagger=1\)＂THEN 142
143 IF REC（R＊）CES OR FSC（R丰） 290 THEN 142
144 CHFR 19,5, R米
145 FOR I＝1 TO 50日：FEXT I
```

14E CHAR 19,2,"
150 REM
160 REII DRFWW LINE
170 FEM
180 P=\E-XB
190 Q=''E-Y'B
200 R=SQR(P*P+Q*Q)
210 LX=P/R
220 LY=Q,/R
230 FOR I=0 TO R STEP IS
240 X=XB+I*LX
250 'r=''B+I槂:'
260 IF X }1023\mathrm{ OR Y>950 THEN 310
270 B=3
280 IF R.車="E" THEN B=4
290 POINT B,X,Y
310 NEXT I
320 GOTO 100
495 REM
500 REM BORDER DRAWING ROUTIHE
505 REM

```

```

520 DRFNN 3 TO 0,950
530 DRFN 3 TO 1023,950
540 DRFN 3 TO 1023,0
55G DRFM 3 TO 0,0
560 RETURH
595 REM
6 0 0 ~ R E M ~ I N P U T ~ D A T A ~
6 0 5 ~ R E M
610 GET R交:IF R5="" THEN 610

```

```

630 CHAR 19,T,R支:T=T+1
640 こま=ご生牛:GOTO 610
650 Z=VAL(Z\$)
EGO RETURN
695 REM
700 REM END PROGRAM
705 REM
710 COLOR 1,3,6,0
720 GRAFHIC O
730 ENI
REFD＇T＇．

```

\section*{RECTANGLE 1}

\section*{DESCRIPTION}

This program shows how to draw rectangles with sides which are not parallel to the screen axis. This is simply done by using a matrix of coordinates. Matrices are very important in graphics and an understanding of the principles is essential. The coordinate matrix is usually stored as data statements within the program and subsequently placed in an array. The values in this array can be manipulated mathematically, thereby allowing the shape to be rotated, scaled or moved about the screen area. All these will be dealt with in later sections of this book. In this program the values are simply used to display the shape at the specified coordinates.

\section*{RUNNING THE PROGRAM}

Since all the coordinate values are stored in data statements lines 210 and 220 - there are no values to be input in the program. However, to change the size or position of the rectangle it is necessary to input new data values into these data statements. Five coordinate values are required to draw the four lines of the rectangle; the \(X\) component of these five coordinates is stored in line 210 and the corresponding \(Y\) component in line 220. The best way to obtain these coordinate values for a new rectangle is to draw the shape with the correct scale and orientation onto graph paper and measure the required values.

\section*{PROGRAM STRUCTURE}

50-60 set colours
80 draw border around screen using subroutine at 600
110-180 load matrix data into arrays
210 data for \(X\) component of coordinates
220 data for \(Y\) component of coordinates
300-350 set variables for draw
360 draw rectangle
600-660 border drawing subroutine
\[
\Delta
\]

1 REM FECTANOLE

3 REM
10 REM PROGRAM TO DRAW A RECTFIHGLE
20 REM USIHO MRTRIX METHODS．
30 REM
40 REM SET COLDURS
50 BFAFHIC 2
60 COLOR 3，3，0，16
70 REM DRFA BOREDER FRDUUND SCREEN
80 GOSUB 600
106 REM IHFUT IATR FROM DRTR STATEMEHTE
110 REM INTO FRRAY．
120 DIM M（5，2）
130 FDR \(\mathrm{C}=1 \mathrm{TO} 5\)
140 FEFD M（C，1）
150 NEXT C
160 FOR C＝1 TO 5
170 RERD M（C，2）
180 REKT C
2a0 REM DATA FOR COORDINATES
20E REM
210 DRTA \(160,320,560,400,160\)
220 DRTA 800，490，560，960，800
300 REM DRAW RECTANGLE
310 FOR \(C=1\) TO 4
\(320 \mathrm{~KB}=\mathrm{M}(\mathrm{C}, 1)\)
330 Y \(B=M(C, 2)\)
340 X \(\mathrm{C}=\mathrm{M}(\mathrm{C}+1,1)\)
350 YE \(=M(C+1,2)\)
360 DRFW 3，．7世XB，YB TO ．7＊KiE，YE
365 NEXT C
379 OETA年：IFA年＝＂＂THENS70
380 COLOR1， \(3,6,0: G R A P H I C O: E N D\)
GDO REM BORDER DF：AWING ROUTIHE
610 PDIHT 3， 9,0
620 DRFM 3 TO 1023．0
630 IFAN 3 TO 1023，1023
640 IPFH 3 TO 0，1023
650 DFAN 3 TO 0，0
\(66 G\) RETURN
READY．

\section*{POLYGON}

\section*{DESCRIPTION}

The only difference between this program and the previous program 'RECTANGLE' is the data used to draw the shape. The reason is that the use of a coordinate matrix is not confined to rectangles, it can be used to generate any required shape. In this program the data will draw an irregularly shaped octagon. To change the shape and its position simply change the data.

\section*{RUNNING THE PROGRAM}

The coordinate data values are stored as data statements - lines 210 and 220 - so now there are no values to be input when the program is run. The size, shape or position of the shape on the screen can be changed by changing the data values in the data statements. It should be noted that when a shape is drawn the number of pairs of coordinate values is one more than the number of lines in the shape. The number of coordinate values used to draw the shape is stored as the first data statement value - line 205. The coordinates are stored as two sets of data, first all the \(X\) values and then in corresponding order all the \(Y\) values. In the example the \(X\) coordinates are thus stored in the data statement on line 210 and the \(Y\) values in line 220.

\section*{PROGRAM STRUCTURE}

50-60 set colours
80 draw border around screen using subroutine at 600
110-180 load matrix data into arrays
205 number of coordinates in matrix data
210 data for \(X\) component of coordinates
220 data for \(Y\) component of coordinates
300-350 set variables for draw
360 draw polygon
600-660 border drawing subroutine

```

    1 REM POLTGOH
    ```

```

    3 REM
    10 REM FROQRAM TO DRFW A FOLYGON
    15 REM WITH N SIDES USINB MATRIX
    20 REM METHODS.
    40 REH SET COLOURS.
    50 GRAPHICE
    E0 color,3,3,0,10
70 REM DRAW BORDER
80 gOSUE 600
100 REM IHPUT IRTA FROH DATFI STATEMEHTE
110 REM INTO ARRAY.
115 FEFHD H:REM NUMBER OF SIDES.
120 DIM M(H,2)
130 FDR C=1 TO N
140 REFD M(C,1)
150 NEXT C
1G0 FOR C=1 TO N
170 READ M(C,2)
180 HEXT C
201 REM DATA FDR CODRDIMATE
205 IATA }
210 DATA 100,200,512,824,924,824,512,200,160
220 IRTA 500,400,300,400,500,600,700,600,500
300 REM DRAU POLYGON
310 FOR C=1 TO N-1
320 XB=M(C,1)
330 'T'E=M{C,2)
340 XE=M{C+1,1)
350 पE=M(C+1,2)
3EG DRFW S,XB,Y'B TO XE,YE
370 NEX'T C
380 GET A$:IF A$="" THEN 380
390 COLOR 1,3,6,G:GRAFHIC B:EHII
600 REM BORDER DRFWIHG ROUTIHE

```

```

620 DFFHW 3 TO E.1023
630 IRFH4 3 TO 1023,1023
640 IRFH 3 TD 102E.0
65O DRFH 3 TO Q,G
EGQ EETIIRH
FEEADT.

```

\section*{DESCRIPTION}

To save having to work out the end of line coordinates for each line of a polygon it is far easier given a regular \(N\) sided polygon to calculate these values within the program. This is done by the program POLYGON 2 which simply requires the centre of the polygon, the radius, the angular offset and the number of sides to the polygon. The program is configured to draw a series of polygons using data from a data table. The five parameters required to draw each polygon are then used to calculate a table of coordinates for each of the lines in the polygon, these values are then stored in the array \(m(n, 2)\).

\section*{RUNNING THE PROGRAM}

All the parameters required by the program are stored directly within the program. The \(X\) and \(Y\) coordinates of the central axis around which the shape is rotated is stored as the variables cx and cy. The number of lines in the shape is stored as variable \(n, r\) is the radius of the polygon and os is the angular offset. These values are stored as data statements in lines 300 to 320 (each line of datastatement holds the data for one polygon). To change the polygon's shape, orientation or position then change the values in the data statements, to add extra polygons then add further lines of data statement values.

PROGRAM STRUCTURE
60-70 set colours
90 draw border around screen using subroutine at 800
96 matrix for line coordinates and angles
140 get data from data statement for next polygon
180-190 convert angles to radians
200-220 calculate angles for each corner and put in array
300-320 data for drawing three polygons
400-460 calculate line coordinates and put in array
480-610 draw polygon
800-860 border drawing subroutine


1 REM POLTGOH 2

3 REM
10 REM PROGRAM TO DRAW H SIDED POLYGDNE
2 Z REM GIVEN THE CENTRE，RADIIS，
30 REM RIJD RHGGULAR OFFSET．
40 REM
50 REM SET COLOURS
60 GRFFHIC ？
70 COLOR 3，3，0，10
SO REIM DRRM BORDER
96 gOSUR 800
\(952=0\)
96 DIM M《10．2》， \(\mathrm{F}(10)\)
100 FEEM ROUITIHE TG DRAH POLYGON
116 REM IHPUT PARAMETERE FROM DATA
120 FEM STRTEMENTS AND SET UP MATRIX RRRAY．
130 FEM
140 FEFD CX，Er＇R，N，OS
145 こ＝さ＋1
150 Q \(=1+1\)
\(160 \mathrm{FD}=2 * \pi / \mathrm{N}\)
190 0E＝0E／180\％
200 FOR \(\mathrm{C}=1\) TO N
\(210 \mathrm{~F}(\mathrm{C})=\mathrm{C}\) 县AD＋0S
220 HEXT C
300 DRTA \(400,400,200,8,22,5\)
310 DATA \(600,400,80.3,60\)
320 DATA \(600,720,169,5,36\)
395 REM
409 REM SET COQRDIHRTES
405 REM
410 FOR \(X=1\) TO N

\(430 \mathrm{M}(\mathrm{X}, 2)=\mathrm{CY}-\mathrm{R}\)（EIH（A（X））
440 HEST \(X\)
\(450 \mathrm{M}(N+1,1)=M(1,1)\)
\(460 \mathrm{M}(\mathrm{H}+1,2)=\mathrm{M}(1,2)\)
465 REM
470 FEM IRAN POLYGOH
475 REM
489 FOR \(\mathrm{C}=1 \mathrm{TOH}\)
\(490 \times \mathrm{B}=\mathrm{M}(\mathrm{C}, 1)\)
\(501 \mathrm{~TB}=\mathrm{M}(\mathrm{C}, 2)\)
510 ＇ \(\mathrm{E}=11(\mathrm{C}+1,1\) ）
520 YE＝M（C＋1，2）

540 NENT \(C\)
5519 IFZC3THEH100

57G EOLOF \(1,3, \varepsilon, G: G R F F H I C O: E H D\)
E10 IS＝1：FEM DOT SPREING

795 REM
EGE REM BORDER DRAWING ROUTIME
S10 FOIHT 3.0.0
E20 IRAW 3 TO 0.1023
E3O IRFW 3 TD 1023,1023
E40 IIRA以 3 TO 1023.0
ESO DRAN 3 TO E, 0
860 FETURN
REAI't'.

\section*{RECTANGLE 2}

\section*{DESCRIPTION}

The problem with the program RECTANGLE 1 is that it requires the coordinates of all four comers. This program will draw rectangles of any orientation, given the coordinates of two corners and the length of one side, this is done using a simple calculation based on Pythagoras' Theorem to calculate a matrix of corner coordinates.

\section*{RUNNING THE PROGRAM}

The program requires the input of five parameter values. The first two are the \(X\) and \(Y\) coordinates of the bottom left corner and next two values are the coordinates of the bottom right corner. The last value is the length of a side at right angles to the side described by the pair of coordinates points.

PROGRAM STRUCTURE
35 set up coordinate matrix array
50-60 set colours
80 draw border around screen using subroutine at 600
110-119 input bottom left \(X, Y\) coordinates
120-129 input bottom right \(X, Y\) coordinates
130-136 input length of perpendicular side
140-295 calculate all comer coordinates of the rectangle draw rectangle
600-660 border drawing subroutine
700-760 input data subroutine
800-930 line drawing subroutine

```

1 FEM RECTANGLLE 2

```

```

3 REM
10 REM FROGRAM TO DRAW A RECTFNGLE
20 REM GIVEN COORDIHRTES OF TWO CORNERE
3E1 REM FIND LEHGTH OF ONE SIDE.
35 DIM M(5,2)
4 0 ~ R E M ~ S E T ~ C O L O U R S ~
5 0 ~ G R F F H I C ~ 2 , ~
60 COLCIR 3.3,0.16
TO REM DRFH BORIER AROUND SCREEN
sa gosla gag
95 REM
10a REM IHFUT DATA
110 FEM IHPUT X1.''1

```

```

112 CHFF: 19,2,"?"
113 GOSUP 700
114 \1=2:て年=""
115 CHFF 19,T,",":T=T+1
116 gosum 700
117 Y1=Z:FOR I=1 TO 500:NEXT I
118 IF X1C0 OR Y1CO THEN 390
119 CHfiF 19,2,"
120 FELI INPUT K2,Y2
121 2事ご":T=5
122 CHFR 15,2,"?"
123 GOSUE 706
124 X2=Z:Zも=""
1こ5 CHAR 19,T,",":T=T+1
126 g0sub 706
127 Y2=2
128 FOR I=1 TO 500:NEXT I
129 CHAR 19,2,"
130 FEEM IHFUT L
131 Zま="":T=5
132 CHfF 19,2,"?"
133 G05u18 706
134 L=Z
135 FOR I=1 TO 500:HEYT I
136 CHFRR 19,2,"
140 F=:%2-%1
150 Q='r'2-''1
1EG R=GQR\P*P+Q*Q)
170 LY:F/R
180 LT=Q/R
190 W:位LY
200 WT=LX
210 M(1,1)=K1
220 M(2,1)=\$2
2s0 M(3,1)=%2+W**L


```
250 M(5,1)=%1
26.3 M(1,2)=',1
27@ M(2, 2)=Y2
280 M(3.2.='イ2+WH曻
```



```
295 M(5,2)='11
SQ0 FEM DRFW RECTANOLE
305 REM
310 FOR C=1 TO 4
320 Y'E=M(C,1)
330 YB=M(C,2)
340 }~E=M(C+1,1
350 '1E=M(C+1,2)
360 GOSLIE 800
3 7 0 ~ N E N T ~ C ~
380 G0TO 100
390 COLOR 11,3,6,0
400 GRAFHIC O
410 ENI
GQG REM BORDEF DFFHIMG ROUTIHE
6 0 5 ~ R E M \
610 FOINT 3,0,0
E20 DRFW 3 TD 1023,E
630 IRFM 3 TO 1023,950
640 DRFIN 3 TO 0,950
650 DFAN 3 TO 0,0
660 FETURN
695 REM
7 0 0 ~ R E M ~ I N P I J T ~ D A T A ~
705 REM
710 GET A事:IF A$="" THEN >10
```



```
730 CHFRR 19,T,A末:T=T+1
```



```
750 Z=VFL(こも)
TER EETURN
795 RE\M
QEO REM LIHE IRFGWIHG ROUTIHE
805 REM
810 F=XE-8B
EこG 目='E-YB
E30 F=SQR(P*P+Q*R)
840 LX=F/R
E50 LY=0/R
EGE FOR I=G TO F: STEP E
```




```
g90 IF NCE OR TSE THEN g20
900 IF <%1023 OF 4\950 THEN 9こ0
910 FOINT 3,4,''
```


## 920 NEXT I

530 RETURI
FEAD'T'.

## CIRCLE

## DESCRIPTION

Plotting an ordinary circle with the VIC plus Super Expander is remarkably easy, using the built-in CIRCLE command, which allows you to specify the central $X$ and $Y$ coordinates, and also the radius. This will then plot a complete circle on the screen. However, for many applications we will not want a full circle, although we will require full image of the circle to be displayed. In other words, we want to be able to specify a distance between the points plotted that make up the circumference of the circle. The program CIRCLE does just that, by use of the POINT command to plot each individual dot of the circumference to a specified separation. This is the variable DS in the program listing, line 134.

## RUNNING THE PROGRAM

A number of inputs are required to get the program going. In line 110 we input the $X$ and $Y$ coordinates of the centre of the circle, namely XC and YC, followed in line 120 by the radius RA. Our fourth input is the separation between the dots as mentioned earlier, that is the variable DS in line 130. This dot separation is then converted in line 210 (by multiplying by PI and dividing by 180) to form the STEP for the FOR NEXT loop in line 230 which initiates the plotting process. As we know, 2 PI radians equal 360 degrees, and hence the statement in line 230. Then we just calculate the distance of the dot in terms of $X$ and $Y$ coordinates from the centre of the circle, and POINT the point. Line 300 then sends us back for another run and another circle.

## PROGRAM STRUCTURE

60-70 set colours
90 draw broder round screen using subroutine at 400
110 input coordinates of circle centre
120 input circle radius
130 input dot separation
210-330 draw circle
400-460 border drawing routine
$500-560$ input data subroutine


```
    1 REM CIRCLE
```



```
    3 REM
    10 REM ROUTIHE TO DFFH R CIRCLE
    20 REM SFRCIHG EETNEEN THE DOTS USED
    30 FEM TO DRFW THE CIRCLE IS varifible
    40 RET4
    50 REH SET COLOURS
    55 REM
    G0 GRFFHIC ?
    T0 COLOR 3,3,0,10
    7 5 ~ R E M
    ge FEM DRAW bORDER
    85 REM
    ge gosue 400
    G5 REM
    100 REM IHPUT CIFCLE DRAWINO FRRATMETERS
    110 REM COORDIUNGTES OF CIRCLE CENTRE
    111 2$="":T=5
    112 CHFR 19,2,"?"
    113 GOSUR 500
    114 XC=2:Z$=""
    115 CHFR 19,T,",":T=T+1
    116 gosul 500
    117 YC=Z:FOR I=1 TO 500:NEXT I
    118 IF XCSE OR YCSO THEN 310
    119 CHFR 19.2,"
    120 FEM CIRCLE RADIUS
    121 2年="":T=5
    122 CHAR 19,2,"?"
    123 GOSUE 500
    124 RF==2
    125 FOR I=1 TO 50|:NEXT I
    126 CHFRR 19,2," "
    139 REM DOT SPFICINO
    131 2%="":T=5
    132 CHFR 19,2,"?"
    133 GDELIE 50G
    134 IS=2
    135 FOR I=1 TO 500:HEXT I
    136 CHAF: 13,2," "
    15S REM
200 REM IRAW CIRCLE
205 FEM
210 IS=15%%\pi/130
220 R=F:F
230 FOR P=0 TD 2*\pi STEP DS
240 R=F*C0E(P)
250 'r=RWEIM\P)
200 }\textrm{C}=.
2%0
```

```
275 IF Y<0 OR 'Y<0 OR अY95Q OR X'102S THEN 290
280 FOIHT 3.ห.%
2OC NENT P
300 gIT0 100
310 COLOR1,3,6,0
320 GFFFHICE
330 END
395 REM
4OO REM EDFDER IF:AMING FOUTINE
4 0 5 ~ R E N T
410 PGIHT 3,0.0
420 IFAN 3 T0 1023,0
430 TAFAL 3 TO 1023,950
440 DFFN 3 TO 0,950
450 DFFN 3 TO 0,0
4G0 RETURTN
4 9 5 ~ R E M ~
5 0 0 ~ R E M ~ I N F U T T ~ I R T A ~
505 REM
510 GET AS:IF AS="" THEN 510
```



```
5S CHFF: 19,T,A年:T=T+1
540 2手=で年+R丰:GOTD 510
550 Z=WFL(Zま)
SGO RETURH
FERDY.
```


## ELLIPSE

## DESCRIPTION

An ellipse is a circle offset on two sides from the central point in either the X or the Y direction. Using the routine developed in the program Circle, together with a couple of additions to handle the elliptical effect, we can plot an ellipse, or indeed any number of ellipses, with variable dot spacing. The offsets are specified in line 140, and determine the degree of ellipse. The variables OX and $O Y$ are used, and obviously if $O X$ is zero we get an ellipse in the $Y$ direction, and vice versa. Naturally we can give values to both of these to get a number of interesting effects.

## RUNNING THE PROGRAM

In structure this is very similar to the Circle program earlier, but a couple of major differences are worthy of note. In line 140 we are asked to input the variables OX and OY to specify the degree of ellipse. These are subsequently used in our ellipse drawing routine in lines 240-250 to calculate precisely where our point is to be plotted. The rest of the program, including the routine to specify the separation of the dots (lines 210 and 230) is virtually the same.

## PROGRAM STRUCTURE

60-70 set colours
90 draw border round screen using subroutine at 400
110 input coordinates of ellipse centre
120 input ellipse radius
130 input dot separation
140 input elliptical offsets in $X$ and $Y$ direction
210-360 draw ellipse
400-460 border drawing routine
500-560 data input subroutine


```
    1 REM ELLIPSE
```



```
    3 REM
    10 REM ROUTINE TO DRAW AN ELLIFSE USING OFFSETS
    20 REM SFRCING EETWEEN THE DOTS USED
    30 REM TO DRAM THE ELIPSE IS VARIABLE
    4 6 . ~ R E M
    S0 REM SET COLOURS
    55 REM
    G0 GRAPHIC 2
    70 COLOR 3,3,0,10
    7 5 \text { REM}
    EE REM DRRW GORDER RROUND SCREEN
    85 REM
    90 gosub 400
    9 5 \text { REM}
    100 FEM INPUT ELLIPSE DRAWINO FARAMETERS
    16.5 REM
    110 REM COORDINATES OF ELLIPSE CENTRE
    111 マま="゙!T=5
    112 CHAR 19,2,"?"
    113 GOSUB 500
    114 XC=Z:Z ==""
    115 CHAR 19,T,",":T=T+1
    116 gusub 500
    117 YC=Z:FOR I=1 TO 500:NEXT I
    118 IF YC=0 OR YC=0 THEN 350
    119 CHFR 19,2,"
    120 REM ELLIPSE RADIUS
    121 2も="":T=5
    122 CHFR 19,2,"?"
    123 GOSUB 500
    124 RF=2
    125 FOR I=: TO 500:NEXT I
    126 CHAR 10,2,"
    130 REM DOT SPACING
    1312竹:T=5
    132 CHAR 19,2,"?"
    133 GOSUE 50e
    134 DS=2
    13.5 FOR I=1 TO S00:NEXT I
    136 CHFiR 19,2," "
    140 FEM ELLIPTICFLL OFFSETS IN }X\mathrm{ RHID Y FXIS
    141 工手="":T=5
    142 CHAR 19,こ,"?"
    143 005u15 500
```



```
    145 CHAF: 19,T,",":T=T+1
    146 ginsum 5ag
    147 OT=2
148 FOR I=1 TO 500:HEKT I
```

149 CHAR $19,2, "$
195 FEM
EOG REM DPAW ELLIPGE
205 REM
$210 \mathrm{DE}=\mathrm{IG} \boldsymbol{*} \pi / 1 \mathrm{ED}$
$220 \mathrm{~F}=\mathrm{F} \mathrm{F}$
23 FDR $P=0$ TD 2脒 STEP DS
235 REM
240 X＝R半COS（P）\＃


27C $\mathrm{T}^{\prime}=\mathrm{r}^{\prime}+\mathrm{H}^{\prime} \mathrm{C}$
275 IF $火<6$ OF $4<0$ OR $4>950$ THEN 230
2SO FOINT 3，K，＇
290 HEXT P
300 GOTO 100
350 COLQR $1,3,6,8$
360 GRFPHIC 0
370 EHD
395 FEM
4ED FEM EORDEF DRAWIHB ROUTINE
4GE REM
410 POIHT 3，0，0
420 DPFH 3 TD 1023，0
430 IFFH 3 TO 1023．950
440 IFFW 3 TO 0,950
45O IRFHW 3 TO Q，O
4EG RETURH
495 REM
500 FEM IHPIJT DATA
505 FEM
三10［iET R丰：IF A我：＂＂THEH E10

E30［HPR $19, T, R s: T=T+1$

E50
SER RETLFRH
READT．

## DESCRIPTION

The VIC Super Expander command DRAW, while not being without its uses, suffers from a number of limitations. Like the CIRCLE command, you can only draw complete, filled in lines. Also, whether we use it in conjunction with the third parameter (other than $X$ and $Y$ coordinates of the finishing point), namely the angle through which it must turn, or not, we must always remember that DRAW will start off from the last point plotted by CIRCLE, POINT or the previous DRAW statement. in order to draw an arc from anywhere to anywhere, and to be able to have user-definable dot spacing, the routines in the program ARC1 were developed.

## RUNNING THE PROGRAM

A number of inputs are required. In line 110 we must specify XC and YC, that is, the centre of the arc. Line 120 allows us to specify RA, the arc radius, and line 130 lets us input the dot separation DS. Two further inputs in line 140 contain the crux of the matter, and give us that much needed flexibility over DRAW, by allowing us to specify the start and end angles of the arc. Thus, we are not limited in where we can start drawing. The drawing routine in lines 250 to 310 is similar to the ones in earlier programs in this series.

PROGRAM STRUCTURE
60-70 set colours
90 draw border round screen using subroutine at 400
110 input coordinates of arc centre
120 input arc radius
130 input dot separation
140 input start and end angles for arc
210-360 draw arc
400-460 border drawing routine
500-560 data input subroutine


```
    REM FRRC 1
```



```
    3 \text { REM}
    10 REM RQUTINE TO DRFN RH RRC
    20 FEM SPRCIHO BETHEEN THE DOTS USED
    30 REM TO DRRW THE RRC IS VFRIRELE
    40 FEM
    50 REM SET COLOURS
    55 REM
    EG GRFIFHIC 2
    76 COLOF: 3,3,0,10
    75 REM
    80 REM DRFH EDRDER RROUND SCREEN
    S5 REM
    90 GOSIJB 400
    95 REM
    100 REM IHFUT FRC DRAWING PRRAMETERS
    105 REM
    110 REM COORDINFITES OF CENTRE OF RRC
    111 こ舟"":T=5
    112 CHFIR 19.2,"?"
    113 GUSUB 500
    114 XC=2:Z&=""
    115 CHAR 19,T,",":T=T+1
    116 GOSUR 500
    117 अC=Z:FOR I=1 TO 500:NEXT I
    118 IF XC=0 OR YC=0 THEN 350
    119 CHFFR 19,2,"
        |
    120 REM RRC FRIIUS
    121 Z&="":T=5
    122 CHFIR 15,2,"?"
    123 GOSUB 500
    124 RR=2
    125 FDR I=1 TO 5EOQ:NEKT I
    12E CHRR 19.2,"
    130 FEM YOT SPRCIHO
    131 2牛="":T=5
    132 CHRR 19.2,"?"
    133 GOSUB 509
    134 DS=2
    135 FOR I=1 TO 500:NEXT I
    136 CHFR 19,2," "
    140 FEM START FHHD EHD FHGLEES FOR RRC:
    141 Z疌="":T=5
    142 CHFF 19,2,"?"
    143 EOEUE 509
    144 FE=Z:2系="い
    145 CHFF: 19.T,",":T=T+1
    146 GOGUS 500
    147 AE=Z
14B FCIR I=1 TO 5gG:HENT I
```

```
149 CHFR 19,2."
195 REM
200 REM DRRH RRC
205 REM
210 DS=DS*\pi/160
229 FS=FE束m,169
230 FE=FE**/180
240 R=FF
250 FOR F=FHS TO FIE STEP US
260 X=R:*COS(P)
270 Y=R㐘SIN(P)
280 X=.7納次C
290 Y=''+'YC
295 IF XC0 OR YCO OR Y>950 THEN 310
300 FOINT 3,x,Y
30 NEXT P
320 GOTO 100
350 COLOR 1,3,6,0
3EO GRAPHIC E
370 END
395 REM
400 REM EORDEF DRFLING ROUTIHE
4 9 5 ~ R E M
4 1 0 ~ P G I M T ~ 3 , 0 , E 1 ~
420 IRFW 3 TO 0,950
430 DRFW 3 TO 1023.950
440 DFFHW 3 TD 192%.0
4 5 0 ~ D F F H ~ 3 ~ T O ~ O , B ~
4E0 RETURN
495 REM
50g REM IHPUT DATR
505 FEM
510 GET F去:IF F$=="" THEN 510
E20 IF (FSC(A%)<4E OR RSC(F%)\57) RHID R*@"." THEN 55E
530 CHFR 13,T,F#:T=T+1
```



```
5E@ こ=VRL(こま)
5EO RETUFH
```

READY．

## DISK 1

## DESCRIPTION

When examining the program CIRCLE, you probably realised that if you repeated the process again and again, but specifying a different radius each time, it would be possible to build up a complete disk rather than just a circle. This is certainly true, but the time taken would be rather a long one, and you'd probably get fed up with running through the program time after time. Consequently, the program DISK 1 takes the drudgery out of the process by incorporating a couple of new routines to do it all for you.

## RUNNING THE PROGRAM

Again, we have to input a number of variables before we get to the meat of the program. As before, line 110 allows us to specify the coordinates of the disk centre, line 120 the disk radius, and line 130 the dot spacing. In drawing the disk however, we go through two FOR NEXT loops rather than the usual one. The inner loop, lines 230 to 290, draws just one circle as we've seen before. The loop in line 220 and 300 then uses the previously specified dot separation to step up the radius of the circle to draw another one, until finally we reach the full radius originally input in line 120.

## PROGRAM STRUCTURE

60-70 set colours
90 draw border round screen using subroutine at 400
110 input coordinates of disk centre
120 input disk radius
130 input dot separation
210-290 draw arc, incorporating:-
230-290 draw circle, and
220-370 step up radius and draw another one
400-460 border drawing routine
500-560 data input subroutine


```
    1 REM DISK 1
```



```
    G REM
    16 REM FOUTITNE TO IRRN A IISK.
    EG REM SPRCING EETWEEN THE DCITE USED
    S0 REM TO DRFIN THE DISK IS YFFIIRELE
    4 0 ~ R E M
    SO FEM SET COLOLRS
    5 5 ~ R E M
    EQ GRFFHIC 2
    70 COLOR 3.3.0,10
    75 REM
    SO FEEH DRFHN BDRIIER RROUHD SCREEN
    8E REM
    90 GOSUB 400
    95 REM
    100 FEM IHPUT DISK DRAWIHO PRRRMETERS
    105 REM
    110 FEM COORIINATES OF CENTRE OF DISK
    111 乙$=11":T=5
    112 CHRF: 19,2,"?"
    113 GOSUE 500
    114 XC=2:乙生=""
    115 CHFR: 19,T,",":T=T&:
    116 GOSUE SgO
    117 YC=2:FOR I=1 TO 500:NENT I
    118 IF XC=0 OR 'rC=0 THEN 35P
    115 LHFR 19,2,"
        "
    120 FEM IISK RAIIUS
    121 工手"":T=5
    122 CHRR 19,2,"?"
    123 GOSUB 50G
    124 RR=2
    125 FOR I=1 TO SG0:NEKT I
    126 CHFR 19,2," u
    130 FEM DOT SPFICIHG
    131 2牛="":T=5
    132 CHAR 19,2,"?"
    133 GOSUB 50g
    134 DS=Z
135 FOR I=1 TO SEIG:HEKT I
136 CHAR 19,2,"
105 REM
2GQ EEM DFRW IISK
20.5 FEM
210 D=IGwm/18G
220 FOK R=IS TO ER STEP IS
230 FGF F=0 T0 2*| STEF Im(40,R)
240 X=FwCOE(F)
250 'T=E家SIN{F')
```

```
260 久=.7妏 + 人%C
270 'r=%+4C
```



```
290 FOINT 3,X,Y
3010 HEXT P
310 NEXT R
320 EOTO 1&G
350 COLOF 1,3,6,0
300 GRFFHIC O
370 EHII
395 R'EM
400 FEM EORIER DRANIHG ROLITINE
405 REM
410 FOINT 3,0,0
4 2 0 ~ D R F W ~ 3 ~ T 0 ~ 6 , 9 5 0 ~
430 DRFW 3 T0 1023.350
440 DRFW 3 TO 10E3,0
45G DRFW 3 TO O,E
4E0 RETURH
4SE REM
5 0 g ~ R E M ~ I N I P U T ~ D R T A ~
505 REM
510 GET Rt:IF R&="" THEN 510
```



```
530 CHFIR 19,T,拄:T=T+1
540 こま=2ま+A*:GOT0 510
550 Z='Y'RL(Z手)
504 RETUPH
RERDT'
```


## SEGMENT

## DESCRIPTION

Although DRAW allows one to draw an arc, it does not allow one to draw an arc with variable dot spacing. By drawing various circles to variable dot spacing, a disk with the same dot spacing can be plotted. Combining both of these routines resulted in the program Segment, presented here. Using this program we can draw a disk segment, again with the spacing between the dots defined by an input (line 130), and moreover we can make that segment as large, or as small, as we like. As you can see from the illustration, combining a number of runs of the program enables us to link different disk segments together.

## RUNNING THE PROGRAM

As usual, line 110 lets us input the coordinates of the arc centre, 120 the arc radius, and 130 the spacing between the dots. In line 140 we input the start and end angles for the arc. The program following is then fairly straightforward. In lines 250 to 310 we plot just one arc, using the POINT command for each point of the arc. The outer FOR NEXT loop, in lines 240 and 320, uses the dot separation to increase the radius of the arc, and then the inner loop plots out another arc. This continues until we reach the final radius of the arc, RA, as input in line 120, which gives us our final arc and completes the segment. By specifying a different dot spacing we can build up a whole series of arcs joined onto each other.

## PROGRAM STRUCTURE

60-70
90
110
120
130
140 - input dot spacing
240,320 outer drawing routine, incorporating:
250-370 individual arc drawing routine
400-460 border drawing subroutine
500-560 data input subroutine


1
REM SEGIEHT

3 REM
10 REM ROUTINE TO DRFW R DIEK EEGHENT
ED REM SPRCING EETWEEN THE IOTS USED
3E REM TO DRFW THE SECHENT IS YFRIFELE
40 REM
50 FEM SET COLOLFE
GE GFAPHIC 2
70 COLOR $3,3,0,10$
75 FEM
80 REM DRAW BQRIER FROUFD SCREEN
85 REM
GR GOEUS 40a
95 REM
10日 REM IHPUT SEGMENT DRAWIHE PARFITETERS
165 FEM
110 REM COORIINFTES OF SEGMEHT CEHTFE
111 工も＝1＂：T＝5
112 CHAF $13,2, "$＂
113 GOSUB 500

115 CHAR $19, T, ", ": T=T+1$
116 GOSLE 500
117 TC＝工：FOR I＝1 TO 500：HEXT I
116 IF XC＝D OR YC＝O THEN S30
119 CHAR $19,2, "$
120 REM SEGMENT RADTUS
121 Z志＝＂1：T＝5
122 CHAR 19，2，＂？＂
123 GOSUB 500
$124 \mathrm{~F} \mathrm{~F}=\mathrm{Z}$
125 FOR I＝1 TO 500：NEKT I
126 CHFR $19,2,1$ ＂
130 REM IIOT SPFIING
131 Z争二＂M：T＝5
132 CHFR $19,2, " 7$＂
133 GUSUB 500
134 DS工2
135 FOR I $=1 \mathrm{TO} 500: \mathrm{NEXT}$ I
136 CHAR $19,2,4$
140 REH STFRT FHIT EHD FNGLES FOF，SEKMENT
141 こ结 114 ：T＝5
142 EHAR $19,2, " ? "$
143 GOSUB 500
144 FE＝マ：こもニッル
145 EHFR $19, T, ", ": T=T+1$
146 KOSUE 5go
147 HE＝Z
146 FOF：$I=1$ TO 5EEAEXT I
149 「HFR $19,2, "$
195 REM

```
200 REM DRAW SEGMENT
205 FEM
210 I= 家\pi/180
228 AS=FE涑\pi/180
230 AE=RE险//160
240 FOR R=DS TO RH STEP DS
25@ FOR P=RS TO RE STEP D泳(40/R)
こE\varrho X=R車COS(P)
```




```
290 ''=%+'rC
295 IF א<6 OR Y<0 OR Y>950 THEN 310
300 POIHT 3,X,Y
310 NENT P
320 NEXT R.
330 00TO 100
350 COLOR 1, S.E.0
360 GRFFHIC O
370 EKD
395 REM
400 REM BORDER DRRWIHG ROINTIHE
4 0 5 ~ R E E M
410 POIHT 3,0,0
420 DRFN S TO 0,950
430 IFFN 3 T0 1923,950
440 IFFHN 3 TO 1023,0
450 DRAH 3 TO 6,0
460 RETURH
49E REM
500 REM INPUT DATA
505 REM
510 GET R立:IF A$="" THEN 510
520 IF (RSC(A%)<4S DR RSC(R末)
530 CHRR 19,T,A年:T=T+1
540 こ$=2$+F%:00T0 510
55@ こ=WRL(こま)
5GE RETURN
```

REFITY.

## PIECHART

## DESCRIPTION

The culmination of all the plotting routines for circles, arcs, and disks results in the program PIECHART. Of use in business, educational, and indeed just about any computing environment, piecharts enable us to show clearly and (quite strikingly) visually all manner of different data. We mentioned when describing the program Segment, that by building up various runs through the program it was possible to have different segments next to each other. This program takes the chore out of that exercise, by assigning various variables first of all, and then using DATA statements to generate the necessary information. Obviously, this program will be of most use to you when using your own data.

## RUNNING THE PROGRAM

This program differs from the earlier Segment one by having no input statements. Instead, we define the variables XC and YC to be the central coordinates in line 110, and the variable RA to be the radius in line 120. Needless to say you can change these to suit your own requirements. The data for making up the different arc segments is contained in lines 500 to 560 . In order, we have the dot separation, the start angle for the segment, and the end angle. Again, these can be whatever you require. By reading these in lines 130 and 140, we then follow the segment plotting routine in lines 240 to 320 . When line 150 detects a zero dot separation (as read in from line 540) the program comes to a halt.

## PROGRAM STRUCTURE

60-70 set colours
90 draw border using routine at 400
110 define coordinates of centre of piechart
120 define radius of piechart
130 READ dot spacing
140 READ start and end angles of segment
150 if spacing of zero, then STOP
210-320 segment drawing routine
330 back for more data
400-460 border drawing subroutine
500-540 data for piechart


```
    1 REIf PIECHRRT
```



```
    3 REM
    10 REM ROUTINE TO DRAW A FIECHART USIHO
    zG REM YFRIRELE SPACING SETWEEN THE DOTS
    30 REM TO DIFFERENTIRTE BETHEEN SEGMENTS.
    40 REM
    5 0 ~ R E M ~ S E T ~ C O L O U R S ~
    GO GRAFHIC 2
    70 COLOR 3,3,0,10
    75 REM
    80 RETH IRAN BORDER
    90 gOSUB 4g0
    95 REM
    100 REM GET PIECHART DATA FROM DATA TAELES - LINE 500+
    105 REM
    110 XC=512:YC=512:REM COORDINATES OF DISK CENTRE
    120 RA=300:REM DISK RADIUS
    130 REFD DS:REM DOT SPACING
    140 READ RE,AE:REM START AHD END FHGLES FOR SEGMEHT
    150 IF DS=0 THEN 350
    195 REM
    200 REM DRAW SEGMENT
    205 REM
    210 D=DS*\pi/160
    220 AS=AS*\pi/180
    230 RE=AE**/180
    240 FOR R=DS TO RA STEP DS
    250 FOR P=RE TO RE STEP D**(40/R)
    260 X=R禺COS(F)
    270 Y=R*SIN(P)
    280 X=, 7* X+KC
    290 Y=Y+'Y'C
    300 POINT 3,X,Y
    310 HENT P
    320 NEKT R
330 GOTO 100
350 GETF*:IFA$=""THEH350
360 COLDR 1,3,6,0
370 GRAPHIC G
300 EHID
395 REM
4EG REM BORDER DRRWIHG ROUTIHE
4ES REM
```



```
420 DRAN 3 TO 1023.0
430 DFFH 3 TD 1023.1023
4 4 0 ~ D F F H ~ 3 ~ T D ~ E . 1 0 2 3 ~
```



```
4 6 0 ~ R E T I I R N G
495 REM
```

500 DATA $50,1,70$
510 IATA 20,71,2010
520 IATA $30,201,300$
530 DATA $10,301,360$
540 DATF $0,0,0$
RERDY.


## GRAPH

## DESCRIPTION

Each character position is made up of an $8 \times 8$ dot matrix, which means that we can plot points to a resolution of 176 in the $X$ axis and 176 in the Y axis. The two programs GRAPH and GRAPH2 use the full resolution of the screen to plot respectively a graph of SIN $(X)$ and $\operatorname{SIN}(X)$ with $\operatorname{COS}(X)$, using the VIC commands POINT, and DEF FN to define the function to be plotted. The programs are identical except for an additional routine in GRAPH2 to plot $\operatorname{COS}(X)$, and a couple of lines to identify the function and display a title.

## RUNNING THE PROGRAM

The INPUTting of variables is not required in either program, as we are simply taking the function $a(x)$ to represent $\sin (x 30) 60$ in the program GRAPH, and in addition $b(x)$ to represent cos ( $x 30$ ) 60 in the program GRAPH2. These are defined in line 130 in the former program, and lines 130-131 in the latter. It then runs through lines 200 to 330 to plot out the actual function. These routines could obviously be incorporated in further programs to plot different functions, just by altering the definitions in lines 130-131.

## PROGRAM STRUCTURE

| $50-60$ | set colours |
| :--- | :--- |
| 90 | draw border around screen using subroutine at 400 |
| 130 | define function(s) to be plotted |
| $150-180$ | draw Y axis and label graph(s) |
| $200-330$ | graph plotting routine |
| $400-460$ | border drawing subroutine |



```
1 REM GRRPH
```



```
3 REM
10 REM FROGRAH TO PLOT M THE GRAPH OF A FUHYCTION
20 REM
3 0 ~ F E M ~ S E T ~ C O L O U R S ~
4 0 ~ R E M
50 GRAPHIC 2
60 COLOR 3,3,0,10
70 REM
80 REM DRAW EORDER
E5 REM
90 gOSUB 400
95 REM
100 REM DEFINE FUNCTION TO BE PLOTTED
105 REII
110 REM THE NUHIERICRL YFILUES IN THE EXFMPLE FRE
120 REM USED TO SCRLE THE PLOT TO REFISONRELE
125 REM DIMENSIONS
130 DEF FHR(X)=SIN(X/120)*400
135 REM
140 REM DRAW Y RXIS AT D
145 REM
150 POINT 3,0.512
160 DRFIN 3 TO 1023,512
180 CHRR 1,2,"GRRFH OF SIN(K)"
185 REM
190 REM PLOT GRFIPH
195 REM
200 FOR K=0 TO 1023
210 '=FHA(K)
220 POINT 3,K,512-4
230 NEKTT K
3010 CETRF:IFA$=""THENOOO
310 COLOR 1,3,6,0
320 GRFPHIC O
330 END
395 FEM
400 REM BORDER DRFWING ROUTIME
4 0 5 ~ F E M
410 FOINT 3,0,0
4 2 0 ~ D R R H ~ 3 ~ T D ~ 0 , 1 0 2 3 ~
430 DFFH 3 TO 1023.1023
440 IRRU 3 T0 1023,0
450 DRFH 3 TO 0,0
460 RETURH
1 REM GFFPPH 2
```



```
3 REM

10 REM FROGRAM TO PLOT M THE GRAPH OF THO FUHCTIONS
20 REM
30 REM SET COLOURE
40 REM
50 GRFFHIC 2
E6 COLOR 3.3.0.10
70 REM
90 REM DRAW BORDER
85 REM
ge coslue 400
95 REM
100 REM DEFINE FUNCTIOH TO BE FLOTTEI
105 REM
110 REM THE NUMERICAL VALUES IH THE EXAMMPLE RRE
120 REM USED TO SCRLE THE PLOT TO RERSONABLE
125 REM IIIMEHSIONS
130 DEF FFHR \((x)=S I H(Y / 120)\) * 400
131 DEF FNB \((X)=\operatorname{COS}(X / 120) * 401\)
135 REM
140 REM DRFW \(Y\) FXIS AT 0
145 REM
150 POINT 3.0.512
160 DRRW 3 TO 1023,512
170 CHAR 2, \(\in\),"SIN(X)"
180 CHFR 18, 1, "COS \((x) "\)
185 REM
190 REM PLOT GRFIPH
195 REM
200 FOR \(X=0\) TO 1023
\(210 Y=F N A(X)\)
220 POINT 3, \(X, 512-\psi\)
\(230 Y=F N B(X)\)
240 POINT \(3, X, 512-\psi\)
250 HEXT \(X\)
260 CHFRR \(11,0, " 0 "\)
270 CHFR \(11, \epsilon, " 180 "\)
ZSO CHAR 11,13,"360"

310 COLOR \(1,3,6,0\)
z20 GRffHIC 0
330 ENI
395 REM
400 REM BORDER DRAWIHG ROUTINE
405 REM
410 POINT 3.0.0
42 E IRFIN 3 TO 0,1023
430 DRFW. 3 To 1023. 1023
449 IRFin 3 To 1023,0
450 DRFW 3 TO G. 6
460 RETURH

\section*{3D GRAPH}

\section*{DESCRIPTION}

Building on from the routines for plotting two dimensional functions, we find that it is relatively easy to design a program for plotting in three dimensions. The program labelled 3D Graph does just that. Although we are relying on the same VIC Super Expander command POINT, our routine for plotting the function is, of necessity, rather more complicated this time, as we are trying to emulate a three dimensional image on what is, after all, a two dimensional screen. Of special interest in this routine is the double IF statement in line 310, which performs a straightforward RETURN depending on the values of the variables \(P\) and \(Z\).

\section*{RUNNING THE PROGRAM}

No variables are INPUT in this program, as our function is defined in line 150, and the area to be plotted in is determined by the scale given to \(X\) in line 220. This in turn determines the scale of \(Y\) to be plotted, by line 260. Line 270, the start of the inner of our two plotting loops, plots all the points on the Y axis for the value of \(X\) in the outer loop, which commences at line 220. We then move onto the next point on the \(X\) axis, and plot all the \(Y\) values there, and so on. By changing the definition in line 150 we can plot out a whole series of different functions.

\section*{PROGRAM STRUCTURE}

60-70 set colours
90 draw border round screen using subroutine at 400 define function to be plotted

390-393 plotting routine

400-460 border drawing subroutine


1 REM 3D GRFFH

3 REM
10 REM THIS ROUTIUE PLOTS THE GRAPH OF \(A\)
```

20 REM FUHCTION IN 3 DIMENSIDNS
30 REM
4% REM
50 REM SET COLOURS
G0 GRFIPHIC 2
70 COLOR 3,3,0,10
EQ REM DRRW BORDER RROUHD SCREEN
g0 gosuk 400
95 REM
100 REM DEFIHE FUNCTION TO EE FLOTTED
105 REM
110 FEM THE FUHCTION IS CHANGED B'Y
115 REM RLTERIHO THE CONTEHTE OF LINE 150
120 FEM
150 DEF FHA(Z)=90*EXP(-Z*ZノE00)
195 REM
200 REM PLOT GRAPH
205 REM
210 K=E
220 FOR }X=-100 TO Q STEP 1
230 L=|
240 Pa1
250 Z1=0
260 Y1=k*INT(SQR(10000-X**K)/K)
270 FOR YEY1 TO -Y1 STEP -K.
280 Z=1NT\B0+FNA\SQR(Y'*X+Y'*'`)
290 IF ZCL THEN 350
295 GOSUE 380
300 L=Z
310 IF P=0 THEN GOUSUB 380:IF Z=Z1 THEN GOSUE 360
320 POINT 3,.7*5*\}+512,1023-5*ZZ
325 POINT 3,512-.7*5**',1823-5*Z
330 IF P=0 THEN Z1=Z
340 F=0
350 HEXT Y
360 NEXT %
370 GOTO 390
3S0 RETURH
390 GETR$:IFR$=""THEN390
391 COLOR 1,3,6,0
392 GRFFHIC ©
393 END
395 REM
4 0 0 ~ R E M ~ B O R D E R ~ I R F I N I N G ~ R O U T I N E ~
405 REM
4 1 0 POINT 3,0.0
4 2 0 ~ D R A N ~ 3 ~ T O ~ 1 0 2 3 , 0 1 0
430 DRFW 3 TO 1023,1023
4 4 0 DRAN 3 TO 0,1023
450 DRFW S TO 0.0
4EO RETURN
94

```

\section*{INTERPOLATE}

\section*{DESCRIPTION}

Determining a set of data is all very well, but it is the interpolation of that data that produces the all important results. One common method doing this is to take the data and turn it into points on a graph, and then perform the interpolation between those points. The program "Interpolate" does that, by assuming that you already have your data in the form of \(X, Y\) co-ordinates (here we store them as data statements in line 180), and plotting the appropriate point out within a defined area (lines 220 to 230 define the top and bottom of the Y axis and left and right of the X axis), before finally 'joining up' the points in whatever form you desire (see Running the Program). You could quite easily incorporate your own data into this program simply by changing the data statements in line 180.

\section*{RUNNING THE PROGRAM}

The main bulk of the work is done a) by the line 180 , which stores the data as \(X, Y\) co-ordinates, and \(b\) ) line 200, which determines which point we start at (here it is the first one), which one we finish at (here it is the twelfth), and which points we interpolate between (here it is every one, although by changing the variable SP in line 200 we could easily take every other point, for instance). Once we've calculated the scaling factors in lines 410 to 490, and turned these into point increments in lines 510 and 520, we plot the actual point in line 640, and the line between each point by the routine in lines 670-730.

\section*{PROGRAM STRUCTURE}
\begin{tabular}{ll}
\(60-70\) & \begin{tabular}{l} 
set colours \\
draw border round screen using subroutine at
\end{tabular} \\
\(110-160\) & \begin{tabular}{l} 
rea0 \\
read and store the data
\end{tabular} \\
\(180-181\) & \begin{tabular}{l} 
data stored as \(X, Y\) co-ordinate \\
determine start and finish points, and
\end{tabular} \\
200 & \begin{tabular}{l} 
separation \\
determine position and dimensions of graph on
\end{tabular} \\
\(220-230\) & \begin{tabular}{l} 
screen \\
draw border round graph, and label graph \\
determine scaling factors
\end{tabular} \\
\(410-380\) &
\end{tabular}

510-520
convert scaling factors to point increments point and line drawing routine border drawing routine

```

    REM INTERFOLGTE
    ```

```

    3 REM
    10 REM PROGRRM TO DRAW A GRAPH B'Y IHTERFOLRTING
    20 REM R SET OF FOIHTS STORED FS DFTR STRTEMENTS IN
    30 REM LINE 180.
    45 REM
    SO REM SET COLOURS
    55 REM
    60 GFFFHIC 2
    70 COLOR 3,3,0,10
    75 REM
    80 REM IRFW BORDER RROUHD SCREEN
    85 REM
    90 GOEUB 1000
95 REM
100 REM IHITIRLISE DRTF
105 REM
110 DIM K(12)
120 DIM Y(12)
130 FOR I=1 TO 12
140 REFD K(I)
150 RERD Y(I)
160 NEXT I
165 REM
170 REM IRTR STORED RS X RND Y COORDINRTE
175 REM
180 UATR1,10,2,25,3,30,4,20,5,40,6,30
181 DFTM 7,50,8,20,9,25,10, 30,11,30,12,20
185 REM
190. REM MIH DIMENSIOH =1, MRX =12, SEPERATION =1
195 REM
200 DH=1:DK=12:SF=1
205 REM
210 REM POSITIOH FHD DIMENSIOHS OF GRFPH OH SCREEN
215 REM
220 KLL=75:XR=355
230 YB=900:YT=406
2GE REM
3OG FEM DRRN BORDER. RROUND GRAFH
305 REM
310 FOINT 3, KF+10,YB+10
320 DRFW 3 TO XR+10,YT-10
330 IRFW 3 TO XLL-10,YT-10
340 DRFW 3 TD XL-10,4B+10
350 DRFN 3 TO XR+10,4B+10
355 \MI= (XRO-XL), (DK-DH)
3EO FOF X=XL TO XR STEP XI
3ES FOR A=10 TO 30
370 FOIINT 3,X,YB+R
GTS HEKT F:HEKT X

```
```

380 CHAR 1,1,"INTERFOLATED GRFFH"
395 REM
400 REM CALCULATE SCRLIHG FFCTORS
4 0 5 ~ F E M
410 Y1=-10000109
420 Y ==1000000
430 <1=41:%2=%'2
440 FOR I=DN TO DK STEF SP
450 IF Y1<Y(I) THEN r1='Y(I)
4E0 IF YZวY(I) THEN 'V2=Y(I)
470 IF X1<K(I) THEN K1=X(I)
480 IF X, 2>X(I) THEN X,2=X(I)
4 9 0 ~ N E X T ~ I ~
495 REM
5 0 0 ~ R E M ~ C O N V E R T ~ S C A L I N O ~ F R C T O R S ~ I N T O ~ P O I N T ~
505 REM INCREMENTS
510 f=(YR-KL)>(<<1-K2)
520 E={YE-'TT)((Y1-YZ)
595 REM
G00 REM PLOT ORFPH
6 0 5 ~ R E M
610 FOR I=DN TO DK STEP SP

```

```

630 Y=(YB-(Y(I)-YZ)*B)
660 POINT 3,X,Y
670 Q=I+SP
630 IF QJDY THEN }90
690 Y={XL+(K(Q)-Y2)*R)
700 Y=(YB-(Y(Q)-Y2)*B)
710 DRFW 3 TO X,Y
720 NEXT I
900 GETF%:IFA\$=""THEN900
910 COLOR 1,3,ध,0
920 BRAPHIC 0
g%e ENI
1000 REM DRAW EORDER AROUHD SCREEN
1095 REM
1010 POINT 3,0.0
1020 IRFIW 3 TD 0,1023
1030 DRAW 3 TO 1023,1023
1040 IRFIN 3 TO 1023,0
1050 IRFW 3 TO Q,0
1060 RETURH
REAIr.

```


\section*{HI-RES CURSOR}

\section*{DESCRIPTION}

Many of the arcade games about at present require the movement of some kind of 'sight' around the screen, to get you to the right position before firing. Similarly, a routine to move a sight, or indeed a cursor over the screen, would have many uses in plotting, design, and graphic programs generally. The two programs here provide just such a routine, but achieved in slightly different manners. What they do have in common is the method of moving the cursor (here it is a cross) about, which uses the keys \(5,6,7\) and 8 in the following way:-


Thus, pressing the 8 key would move the cursor up, etc. This routine lies in lines 210 to 260 . The two programs differ in that a) the cursor is designed differently in each one, and b) the first program erases whatever screen contents the cursor passes over: the second one doesn't.

\section*{RUNNING THE PROGRAM HI-RES CURSOR}

Having drawn our border around the screen, the program positions the cursor at the \(X, Y\) coordinate of 24,24; and sets the increment between cursor movements (the variable \(S\) in line 120) to be 6 . The program then simply waits until you press the appropriate key, increases or decreases \(X\) or \(Y\) accordingly, and then checks to see whether you are still within the screen boundary. If you are, it erases the previous cursor, draws a new one, and then awaits the pressing of another key.

\section*{PROGRAM STRUCTURE FOR HI-RES CURSOR}
\begin{tabular}{ll}
\(60-70\) & set colour \\
90 & draw border round screen using subroutine at 600 \\
\(110-120\) & set up parameters \\
\(210-260\) & check for key press \\
\(310-340\) & check if within boundary \\
\(410-440\) & erase previous cursor \\
\(460-490\) & draw new cursor \\
510 & back to check for key press \\
\(600-660\) & border drawing subroutine
\end{tabular}

\section*{RUNNING THE PROGRAM HI-RES CURSOR 2}

This follows roughly the same lines as Hi-Res Cursor, although our cursor is now defined in data statements contained in lines 150-170, and stored in the array \(C(5,5)\). This 'cursor' can now be anything you like, simply by changing the data statements. We plot the position of the cursor in lines 610-680. However, the point of this program is that we do NOT erase the screen contents, so the routine from lines 410 to 480 erases the cursor but then does an INVERSE on what has just gone, thus restoring the original screen display. Before plotting the cursor again we must save the screen contents into our array \(M(5,5)\), and this is performed by the function in lines 510 to 550 , using the VIC command RDOT. This tells us what colour a certain position is, and we use this array again when going back to erase the cursor and re-trace the screen contents.

Different keys are used for cursor movement:
5: F3
6: F7
7: F1
8: F5

\section*{PROGRAM STRUCTURE FOR HI-RES CURSOR 2}

60-70 set colours
90 fill the entire screen with characters
105-110 set up parameters
120-170 define 'cursor' and read data statements
210-260 wait for appropriate key press
310-345 check if within boundary
410-480 erase previous cursor and restore screen contents
510-550 save screen contents
610-680 plot new cursor
910 go back and wait for another key to be pressed


1 REM HI-RES CIJRSOR

3 REM
10 REM FROGRAM TO MOVE R HIGH RESGLUTIUN CURSOR.
20 REM ABOUT THE SCREEN UNDER CONTROL OF THE
30 REM KEYBORRD
40 REM
50 KEM SET COLOURS
EO GRAFHIC 2
T0 COLDR 3,3,0,3
75 REM
BO REM DRRW BORDER RROUND SCREEN
85 REM
90 GOSUB 600
95 REM
100 REM SET UP PRRAMETERS
105 REM
\(110 \mathrm{~K}=24: Y=24: R E M\) START POSITIOH
120 S=6:REM CURSOR MOVEMENT IWCREMENTS
130 GOTO 450
195 REM
200 REM INPUT CURSOR MOVENENT FROM KEYEOARD
205 REM
210 A=FEEK(197)
\(215 \times 0=\mathrm{K}: Y \mathrm{Y}=\mathrm{\tau}\)
220 IF \(A=2\) THEH \(Y=X-S:\) OOTO 300
230 IF \(A=58\) THEN \(Y=\%+S:\) QOTO 3010
240 IF \(A=3\) THEN \(Y=\gamma-5: G 0 T D\) 3日
250 IF \(F=59\) THEH \(X=X+S: G 0 T O 300\)
```

260 GOTO 218
295 REM
300 REM CHECK CURSOR WITHIN BOUN\DS
305 REIT
310 IF X<24 THEN X }=2
320 IF X }3999\mathrm{ THEN X=999
330 IF YC24 THEN Y=24
340 IF Y>999 THEN Y=999
395 REM
400 REM ERRSE PREVIOUS CURSDR.
4 0 5 ~ R E M
410 POINT 4,X01-12,Y0
4 2 0 DFIFIN 4 TO X,O+12,YG
430 POINT 4, KO,YO-12
440 DFFN 4 TO KO,YQ+12
4 4 5 ~ R E M
450 REM PLOT.NEW CURSOR
455 REM
4 6 0 ~ P O I N T ~ 3 , K - 1 2 , Y ~
470 IRAW 3 TO }X+12,
480 POIHT 3,x,y-12
490 DRFW 3 TO K,Y+12
495 REM
SOO REM DO RGAIH
505 REM
510 OOTO 210
595 REM
GQO REM DRFW BORIER RROUND SCREEN
605 REM
610 POINT 3,E,0
620 DRFW 3 TO 0,1023
E30 DFFW 3 TO 1023,1023
G40 DRFW 3 TO 1023,0
650 DRFW 3 TO 0,0
6 5 0 ~ R E T U R N
RERIY.
1 REM HI-RES CUREOR 2

```

```

3 REM
10 REM FROMRAM TO MOVE A HIGH FESOLITIOH CIREOR RBOUT
20 REM THE SRREEN IINDER COHTROL DF THE KEYEORRD.
3O REM THE GIPSOF DNES NOT ERFSE EMISTIMS SCREEH
ES REM IISPLRTS.
40 REM
50 REM SET COLDINES
EO GRARHIC 2
70 COLOR 3.3.0.3

```
```

    P5 REM
    G0 REM FILL SCREEN WITH CHARACTERS
    85 REM
    90 FOR I=0 TO 19
    91 FOR J=g TO 19
    92 CHAR J.I."汭
    9S MENT J
    9 4 \text { NEEKT I}
    9 5 ~ R E M
    100 REM SET UP PARAMETERS
    105 K=5:Y=5:REM STRRT POSITION
    110 S=3:REM CURSIR MOVEMENT
    120 IIM C(5,5),M(5,5)
    125 FDR I=1 TO 5
    130 FOR J=1 TO 5
    135 READ C(J,I)
    140 NEKT J
    145 HEXT I
    150 IATA 0,0,1,0,0
    155 DATA 0.0.1.0.0
    160 DATA 1,1,1,1,1
    165 DATA 0.0.1.0.0
    170 DATA 0,0,1,0,0
    190 GOTD 5gO
    195 REM
    20日 REM INPUT CURSDR MOVEMENT FROM KEYBORRD
    20.5 REM
    210 A=PEEK(197)
    215 人0=%:% %=%
    220 IF A=47 THEN }X=X-S:00TO 300
    230 IF R=6.3 THEN }\psi=%+S:00TO 309
    240 IF A=33 THEN Y=\, -S:90T0 300
    250 IF R=55 THEN }k=%+5:gOTO30
260 OOTO 210
295 REM
3GO FEM CHECK CURGOR WITHIN EOLNDS
305 REM
310 IF XKS THEN }M=
320 IF X>165 THEN X=165
330 IF YCE THEN Y=5
340 IF Y>165 THEN Y=165
395 REM
400 REM ERASE PREVIDUS CURSOR
4 0 5 ~ R E M
4 1 0 ~ F O R ~ I = - 2 ~ T O ~ 2 ~
42Q FOR J=-2 TO 2
430 IF M(J+3,I+3)<OQ THEN 460
440 POINT 3.(J+M0)*S.(I+'YG)*6
445 REM
450 GOTD 470
4 5 5 ~ R E M


```
470 HENT J
480 NEST I
405 EEM
EGO FEM SAVE SCREEH COHTENTS
GES FEM
510 FOR \(I=-2\) TO 2
520 FOR J=-2 TO 2
```



```
540 HE:T I
以יS HEYT T
595 REM
G日g REM FLOT HEH CLIRSNR
695 REM
610 FOR \(I=-2\) TO 2
E2日 FOR J=-2 TO 2
```




```
ESQ GOTO GTO
```



```
ETG HEXT J
ESO NEKT. I
695 REM
OGQ PEM DO RGAIN
905 FEM
910 日חTO 210
```

FERD＇

## CHARACTER BUILDING

## DESCRIPTION

Although there are numerous different graphics characters on the VIC, you may still want to define your own characters at times. This is easily done using the built-in character generator. The following program enables you to edit the existing characters using the cursor control keys. Note that this program will not run with the Super Expander cartridge in place.

The program is separated into two stages: Choosing the character you want to change, and editing that character.

## RUNNING THE PROGRAM

To get a user defined character you must first move the character generator from the character generator ROM into the top end of RAM. Then the area of RAM being used must be protected by decreasing the end of memory pointer, as in lines 4-270. See the section on Hi-res for more information.

Having edited the character, you may return to see what it looks like, then go back and save it as a data statement. Or you may save it as a data statement as it is. Line 3000 is an example of how the data statement is formatted; the first value is the memory location and the next eight values are the values to go into memory from that location onwards. When you have finished editing, you can delete the rest of the program and have data that can be used in other programs.

## PROGRAM STRUCTURE

| 4-270 | initialise program by moving generator ROM into <br> RAM |
| :--- | :--- |
| 300 | set line no. for data statements |
| $330-340$ | define functions for screen poke location and value <br> for character |
| $360-390$ | print up grid for new char. option |
| $400-480$ | wait for input from keyboard <br> $510-610$ |
| cursor control options |  |

$$
\begin{array}{ll}
710-770 & \text { define new character options } \\
810-840 & \text { review character set options } \\
1010-1170 & \text { display character set and options } \\
1210-1300 & \text { display edit options } \\
1510-1550 & \text { restore normal VIC operation mode and end } \\
1610-1700 & \text { update edited character into character set } \\
1810-1910 & \text { display character for editing in an } 8 \times 8 \text { grid } \\
2010-2160 & \text { add data statement on to end of program and re- } \\
3000 & \text { run } \\
\text { example data statement }
\end{array}
$$

```
    1 FEM CHARACTER BUILDIMS
```



```
    3 REM
    4 POKESG,PEEK(56)-2
    100 REM FET BENELUK
    110 REM EYCHANGE
    120 REM HETHERLRNDS
    125 REM
    139 POKE 36879,42
    140 PRINT"3T* CHARRCTER BUILIINO *"
    150 FOKE 900,0
    160 RUNH 170
    170 CS=256*PEEK(52)+PEEK(51)
    180 FOR I=CS TO CS+511
    190 POKE I,PEEK(3276B+I-CS)
200 NEXT I
210 PRINT"#5 RUN 280"
220 PRINT"RUN"
230 POKE 198,3
240 POKE 631,19
250 POKE 632,13
2E! POKE 633,13
270 POKE 5E,PEEK(5E)+2:END
280 S=7680:CL=22
290 CS=256*PEEK(52)+PEEK(51)
300 CR=0:LN=3060+FEEK(900)
310 P=12:BO=1:BR=1
320 POKE 36879,42
330 DEFFNR(XX)=S+R茾L+C:REM SCREEN POKE LOCRTION
349 DEFFNB (XX)=8wR+C:REM SCREEN POKE YRLUE FOR CHRR
350 GOTO 1000
360 PRIMT"]an":30SUR 1200
37g PRINT"绍;:FOR I=0 T0 7
380 PRINT"........""
390 NEXT I:F=0
400 PRINT""*):R=0:C=O
410Z=F\|F(D)
420 IF F=0 THEN 460
430 IF Z=2L THEN 4P0
440 POKE ZL,IL:ZL=Z:IL=PEEK(ZL)
450 POKE Z+30720,0
4EG POKE Z+30720, 0
47E GET F系:IF A年="" THEH 470
480 POKE Z+30720,1
490 FEM
EOO REM CURSOR COHTROL DPTIONS
505 FEM
E10 IF AS="Q" THEN 15010
520 IF A走="㣙" FMNI C=7 THEN C=0:00TD 410
530 IF F尔="\" THEN C=C+1:SOTO 410
540 IF A㑒="EI" FHN C=O THEH C=?:gOTO 419
108
```



```
1250 FRINTSPC(F)"昨星 UPDATE"
1260 PRINTSPCRP>"昨w REVIEM"
127日 PRIHTSPC<P)"D2祭 RUIT"
1280 PRINTSFC(P)"昭E RDD DATA"
1290 PRIHTSPC(P+1)".TSTRTEMENT"
130G RETURN
1495 REM
1500 REM QUIT
1505 REM
1510 FOKE 5\epsilon,FEEK(56)+2
1520 POKE 36569,240
1530 POKE 36879,27
1540 FRIINT":x B'TE!"
1550 END
1595 REM
1600 REM UPDATE
1605 REM
1610 PRINT"#";
1\epsilon20 X=CS+8*LR
1E30 FOR R=0 TO 7:SM=0
1640 FOR C=0 TO 7:D=7-C
1650 SM=SM-2TD*(PEEK(FTHA(0))=81)
1EEO NEXT C
1670 POKE K+R,SM
1680 PRINTSPC(8);SM
1690 NEXT R:R=0:C=0
1700 GOTO 410
1795 REM
18ge REM EDIT CHAR
1805 REM
1810 PRINT"?"
1820 Y:=CS+B*CR
1830 FOR R=0 TO 7:Y=PEEK(X+R)
1840 FOR C=0 TO 7:Z=FNA(Q)
1850 0=46:㣙沙2
12604 IF Y>255 THEN Q=81:\psi=%-256
18PG POKE Z,Q
1830 NEXT C,R
1890 R=0:C=0
1900 cosub 1200
1910 GOTO 410
1995 REM
2gG0 REM ADD DRTA sTATEMENTS
2005 REM
2010 K=CS+8*CP
```



```
2039 PRINTLH;"DATR":
2040 PRIHTRIOHT$(STR&(X):LEH(STR&(X))-1);
205G FOR I=:% TO 
2060 FRINT",";
2070 FRINTRIGHT$(STR:&(PEEK(I)).LEN(STR&{PEEK(I)))-1)
```

$20 B 6$ HEKT I
2090 PRINT：PRINT＂RUN ジ＂
2100 POKE 900，PEEK（ 300$)+1$
2110 POKE 158，9
$2120 \mathrm{FDR} \mathrm{I=0} \mathrm{TO} \mathrm{B}$
213 POKE I $+631,13$
2140 NEXTT I
2150 POKE 56，PEEK（E6）＋2
Z1G0 END
3016 DATA7472，48，72，72，48，74，6日，58，0
READ＇．

## BIG CHARACTER

## DESCRIPTION

The program Big Character displays the use of the POINT command. This enables us to plot points to the full resolution of the VIC, that is 160 pixels by 160 pixels. The routine shown here, in lines 220 to 270 , could be used in any program where we require a character that has previously been defined with the use of data statements, to be displayed on the screen at a specified central X,Y coordinate.

## RUNNING THE PROGRAM

The data for our large character is stored in the data statements in lines 1100 to 1180 . The first two numbers define the size of the character array which we will use to store the data; note that this is dynamically dimensionted on reading that data. Here we are storing the information in binary form: that is, using the digits 0 and 1 to define whether a particular pixel is to be 'lit' or 'unlit'. If you hold the book far enough away from you, you can probably see the character actually drawn out by those data statements. Having stored all the information in the array $C(X, Y)$, we input the variables XC and YC to define the central coordinate for displaying the character, and finally the routine in lines 220 to 270 plots out the character on the screen. Line 300 then sends us back to plot out another one, and so on.

## PROGRAM STRUCTURE

60-70
90
120-180
210-219
220-270
300
500-560
1000-1060
1100-1 180
set colours
draw border round screen using subroutine at 500
set up character array from data statements input character centre coordinates
plot character on screen back again for another go border drawing subroutine input routine data statements for character

10 REM THIS PROGRAM GEHERATES LRRGE CHARACTERE IISINU
20 REM THE FOIHT COMHAHD, WITH CHARACTER DATA
30 FEM STORED IN FIN RRRF't'
46 REM
50 REM SET COLOURE
EO GRFFHIC 2
70 COLOR 3,3,0,10
75 REM
80 REM DRAW BORDEF:
85 REM
90 GOSIJB 500
95 REM
100 FEM SET UP CHARACTER ARRA' FROM DFTA STATEMENTS
110 REM
120 RERD K,
130 DIM C(X, C )
140 FOR $I=1$ TO '
150 FOR $J=1$ TO $X$
160 READ C(J,I)
170 NEXT J
180 NEXT I
190 REM
200 REM INPUT CHARFACTER COORDINATES RND DRAW
205 REM CHARFCTER
210 REM INPUT CHARFICTER. CEHTRE COORIINATES
211 Z丰="": J=5
212 CHAR 19,2,"?"
213 GOSUB 1000
214 XC=R: Zキ=""
215 CHAR $19, \mathrm{~J}, ", ": J=J+1$
21E GOSUB 1008
217 YC=A:FOR I=1 TO 500:NEST I
218 IF KCCO OR YCくO THEN 350
219 CHFR 19.2,"
220 FOR I=1 TO Y
230 FOR $J=1$ TO $K$
240 IF $C(J, I)=0$ THEN 260
241 IF KC+6世〔J-Kir2) 20 THEN 260
242 IF $4 \mathrm{C}+5$ 来(I-T' 2 ) 60 THEN 260


260 PENT J
270 HENT I
$2 \Omega$ RESTORE
300 GOTO 209
350 REM EHD
360 COLOR $1,3,6,0$
$3 T Q$ GFFFHIC 0
114

```
GeQ END
495 FEM
SOO REM DRFH BORDER RROUHD SCREEN
5 0 5 ~ R E M
510 FOINT 3,0,0
520 DRRN 3 TO 1023,0
530 DRFW 3 T0 1023.950
540 IRFNN 3 TO 0,9#0
550 IRRN 3 TO 0,0
5EO RETURN
995 REM
1000 REM ROUTINE TO INPUT DRTR
1005 REM
1010 BET R出:IF F寺="" THEN 1010
1020 IF (ASC(R方)<48 OR RSC(R年)>57) RND R&<>"-" THEN 105@
1030 CHRR 19,J,R$:J=J+1
1040 こ牛=て年+R年:GOTO 1010
1050 R=V'%L(Z年)
1060 RETIJRH
1095 REM
1100 DFTR 12,12
1102 DFTR 0,0,0,0,1,1,1,1,0,0,0,0
1105 DFTA 0,0,0,1,0,0,0,0,1,0,0,0
1107 DRTR 0,0,1,0,0,0,0,0,0,1,0,0
1106 DFTF 0,1,0,0,0,0,0,0,0,0,1,0
1110 DRTA 1,0,0,1,1,0,0,1,1,0,0,1
1120 DFTR 1, 㫙,0,0,0,0,0,0,0,0,0,1
1130 DFTR 1,0,0,0,0,0,0,0,0,0,0,1
1140 DRTR 1,0,0,0,1,0,0,1,0,0,0,1
1150 DFTR 0,1,0,0,0,1,1,0,0,0,1,0
11E0 DATR 0,0,1,0,0,0,0,0,0,1,0,0
1170 IFITR 0,0,0,1,0,0,0,0,1,0,0,0
1180 DFITR 0,0,0,0,1,1,1,1,0,0,0,0
```

READY．


## DESCRIPTION

The ability to scale a shape is one of the most useful in the computer's repertoire, and finds a home in many a program. For instance, computer aided design would not be where it is today without this function. Unfortunately, the VIC does not have a scaling command, and hence this routine. In its most simple form as we present it here, scaling just involves taking an object (here we have a rather simplistic view of a tree!!, increasing the size of each line that makes up the object, and plotting out our new drawing. What this particular program suffers from is movement of the object as new ones are plotted: in other words, our original design does not get surrounded by larger ones, or itself surrounds smaller ones, but just becomes part of a grand row of small, medium and large trees.

## RUNNING THE PROGRAM

In line 110 we dimension our shape data arrays to contain 20 variables each. The data comes from the statements in lines 210 to 250 , and as you can see the first number read is the number of sets of data statements to come: in our case 4. Dimensioning to 20 is just a precaution! In order, the data statements present the coordinates $\mathrm{X}, \mathrm{Y}$ of the start of one of the lines that make up the tree, and the coordinates of the end of that line. Hence, four statements for our four line drawing. The scaling factor $S$ is then input in line 280: when $S 3 / 81$ we have the original size, a number less than 1 is smaller, and a number greater than 1 gives us a larger image. Scaling factors are then calculated in lines 310 to 360, and our new image plotted out in lines 410 to 530, by drawing out each line in turn. Our usual variable DS is used for dot spacing, and you can specify this to be whatever you like. As pointed our earlier, this program suffers from not having a constant central coordinate.

## PROGRAM STRUCTURE

| $60-70$ | set colours |
| :--- | :--- |
| 90 | draw border using subroutine at 800 |
| $110-120$ | set up shape and scaled shape data arrays |
| $140-170$ | read data for shape |
| $210-250$ | data for shape |


| $280-285$ | input scaling factor |
| :--- | :--- |
| $310-360$ | calculate scaling |
| $410-530$ | plot each line in turn to specified size |
| 600 | go back for another go with a new scaling factor |
| $800-860$ | border drawing subroutine |
| $900-930$ | end |
| $1000-1110$ | input routine |



1 REM SCFLLE

3 REM
10 REM ROUTINE TO CHAHGE THE SCRLE OF A SHAPE IN
20 REM THE SHRPE DRTA TABLE
30 REM
40 REM
50 FEM SET COLOURS
G0 GRFIPHIC 2
70 COLOR 3，3，0，10
75 REM
BO REM DRAN BORDER RROUND SCREEN
85 REM
90 GOSUB 800
95 REM
100 REM SET UP FHD INPUT DATA FOR SCALING
165 REM
$10 E$ REM SHAPE DATA RRRAYS
107 REM
$110 \mathrm{DIM} \mathrm{X}(20), 4(20), \mathrm{U}(20), V(20)$
115 REM
116 REM SCALED SHAPE DATA ARRA＇
117 REM
120 DIM $A(20), B(20), C(20), D(20)$
125 REM
130 REM SET UP SHAPE DATA RRRAY
135 REM
140 READ $\mid$ LL：REM NUMBER OF LINES IN SHAPE
150 FOR $I=1$ TO NL
160 RERD $X(I), Y(I), U(I), V(I)$
170 NEXT I
200 REM SHAPE DATA
205 REM
210 INTA 4
220 DFTA 100，90，100，130
230 DFTA $100,150,90,130$
240 JATA $90,130,110,130$
250 DFTA $110,130,100,150$
260 REM
280 FEM INFUT SCALIHG FRCTOR
281 こま＝＂い：T＝5
282 CHFR 19，2，＂？＂
ze3 GOsub 1090
$2848=2$
285 IF $9=0$ THEN 900
290 REM
300 REM DO SCRLIHG
305 REM
310 FOR I＝1 TO ML

$330 \mathrm{~B}(1)=1(1)$ 木 6

```
    340 C(I)=|(I)**
    350 D(I)=!(I)*S
    360 HENT I
    395 REM
    4gO REM DRAN SHAPE
    405 REM
    410 FOR J=1 TO NL
    4 2 0 ~ n S = 1
    430 F=C(J)-A(J)
    440 D=D(J)-B(J)
450 R=ERR(P*P+Q*Q)
460 LK=F/R
470 L'T=0/R
48O FOR I=O TO F STEP DS
490 X=6*(A(J)+I*L %)
500 Y=95(&-Ew(R(J)+ITLY)
```



```
5 0 4 ~ I F ~ Y > 1 0 2 3 ~ O F ~ Y P O 5 O ~ T H E N ~ 5 2 0 ~
5 1 0 ~ F O I N T ~ 3 , ~ K , 4
520 NEXT I
EISD MENT J
600 OOTO 280:REM DD RGRIN
795 REM
gOg REM DRRN EDRDER RROUMD SCREEN
805 REM
B10 FOINT 3.0.0
820 DRAN 3 TO 1023.0
E30 DRRN 3 TO 1023.950
840 DRAN 3 TO 0,950
850 DFFHM 3 TO O,0
SEQ RETUIRN
900 REM EHD PROGRAM
910 COLOR 1,3,E,0
gea grapHIE E
930 EHID
95 REM
1Q00 FEM IHPUT IATA
1005 REM
1010 GET R*:IF F{="" THEN 1010
```



```
1030 2手ご牛+R年
1035 CHAR 13,T,A*
10140 T=T+1
1050 GOTO 1010
1109 こ=けんL(Zक)
1110 FETURH
```

RERDY．

## DESCRIPTION

Again here we are taking a shape, and scaling it in both $X$ and $Y$ directions, but with the major fault of the previous program rectified. This time we have a routine to correct the movement of the object as it is scaled, and plot everything out from a common, constant $X, Y$ coordinate. Thus we have the same shape, expanded in both $X$ and $Y$, or indeed contracted in $X$ and $Y$, all centred on the same coordinates. This new routine is quite a straightforward 7 line one (lines 310 to 350 ). One other difference is that our object is rather more exotic this time, being made up of six lines rather than just 4. You can of course experiment with objects that are far more complicated than this: just be careful about the data statements in lines 210 to 255 , and make sure you have all the $\mathrm{X}, \mathrm{Y}$ coordinates right, and more importantly in the right order.

## RUNNING THE PROGRAM

As with Scale 1, we dimension our shape and scaled shape data arrays (lines 110 to 120 ), read in the shape data (lines 140 to 170), and give the data statements (lines 210 to 255). The scaling factor $S$ is input in line 280: as before a number greater than 1 means a larger shape, and less than 1 means a smaller one. The illustration shown ranges from $S=1.5$ down to $S=$ 0.1 . The same routines as previously used are here to perform the scaling and draw the shape. The only new one is contained in lines 310 to 350, which calculates the central coordinates for our larger (or smaller) object: these are the variables CX and CY .

## PROGRAM STRUCTURE

| 60-70 | set colours |
| :--- | :--- |
| 90 | draw border using subroutine at 800 |
| $110-120$ | set up shape and scaled shape data arrays |
| $140-170$ | read data for shape |
| $210-255$ | data for shape |
| $280-285$ | input scaling factor |
| $310-350$ | calculate new central coordinates |
| $410-460$ | calculate scaling |
| $510-630$ | plot each line in turn to specified size |
| 700 | go back for another go with a new scaling factor |
| $800-860$ | border drawing subroutine |



1 REM SCALE 2

3 REH
10 REM FOUTIT.NE TO CHANGE THE SCALE DF A SHFFE IN 26 REM THE SHAFE DRTA TABLE
GO REM USINB THE SHAPES CENTRE
48 REM
50 REMT SET COLOUF:
GO GRFFHIC 2
70 COLOR $3,3,0.10$

```
    75 REM
    8G REM DRAW BORDEF AROUND SCREEN
    85 REM
    90 00SUB 800
    95 REM
    100 REM SET UP FNDD INPUT DATA FOR SCRLIHG
    105 REM
    10E REM SHAPE IRTA RRRAYS
    107 REM
    110 DIM K(20),Y(20),U(20),V(20)
    115 REM
    116 FEM SCRLED SHAPE DFTT ARIRAY
    117 REM
    120 DIM A(20), B(20),C(20),D(20)
    125 REM
    130 REM SET UP SHRPE IATA ARRAY
    135 REM
    14E REFD NL:REM NUMBER DF LINES IN SHAPE
    150 FOR I=1 TO NL
    160 EEFD X(I),Y(I),U(I),V(I)
    170 NEXT I
    200 REM SHAPE DATA
    205 REM
    210 IATA E
    220 DFTA 100,110,140,110
    230 DFITA 140,110,170,90
    235 DRTA 170,90,140,70
    240 DRTA 140,70,100,70
    250 DRTA 100,70,70,90
    255 DATR 70,90,100,110
260 REM
280 FEM INPUT SCFLING FACTOF
281 Z年="":T=5
282 CHAR 19.2,"?"
283 00SUB 1060
284 S=Z
285 IF S=0 THEN 900
290 REM
300 REM FIHID CEHTRE
305 REM
310 CX=0:C'T=0
320 FOR J=1 TO NL
330 CX=CX+K(J)+U(J)
335 ['T=CY+'T(J)+V(J)
340 HENT J
345'CN=CX,\(2外|)
350 C'r=C'r<<2*NL)
39S REM
464 REM DO SCRLING
405 FEEM
410 FOR J=1 TO FL
```

```
420 A(J)=C\+CCN-Y(J)34S
430 P(J)=C!T+(C,T-T(J))**S
440 C(T)=CY+(CM-LI(T) )*S
450 D!T)=[T+(CT-VくJり)*S
4GG HEMT J
4 9 5 ~ R E M
SGO REM DRAW SHAFE
505 REM
510 FOR I=1 TO HL
520 DS=1
530 P=[(J)-A(J)
540 D=TI(J)-E(J)
550 R=SOF(P:&F+D*O)
5EO LY=F/P
570 LY=0/R
5S0 FOR I=G TO R ETEF IS
530 K=6%(A(T)+I*LK-4G)
60日 ''=950-5%(E(T)+I*L'Y)
EO2 IF XCO DR 'TCO THEN E2O
604 IF NO1023 DF YPSEG THEN 620
610 FOIHT 3.X,T
E20 NEST I
G30 NEST J
TOD GOTO 2BO:REM IO FISRIN
TOS REM
SQO FEM DRFH ENFDEF RROHND SCPEEN
805 REM
810 FOINT 3,0,0
820 DFAN 3 TD 1923.0
SgO DRFH 3 TO 1023.950
O4O DFFN 3 TO 0.950
ESO DRFHU 3 TO O.O
EEG PETIMRH
GgG FEM EHD PROORAM
910 COLOR 1,3:E,G
920 GRFFHIC O
930 ENII
935 FEM
10GO REM IHPITT DRTA
10g5 PEM
1010 [ET A寺:IF A&="" THEH 1星10
```



```
1030 こ年=こ本4月年
1035 "HAFS 1O,T,FIF
1040 T=T+1
1050 00T0 1010
1100 こ=%ALくこ㑒)
1110 RETUPH
```

READT.

## STRETCH 1

DESCRIPTION
Stretching, although on the surface the same thing as scaling, is in fact a very different animal. Scaling merely produces a larger or smaller image of our original object, based either around the same or a different central coordinate. Stretching, on the other hand, does not necessarily change every line of our object to the same extent, but ideally we do want to stick to the same central coordinates. You can see in the illustrations here that we have a normal image, one stretched in the $X$ axis, and one stretched in the $Y$ axis. With the program being written the way that it has, you can combine stretching in both X and Y axes, without having to use the same stretching factor for each one.

## RUNNING THE PROGRAM

Until we reach line 280 the program follows the same lines as our earlier Scale 2 program. That is, we set up our shape and scaled shape data arrays (lines 110 to 120), and read in the data in lines 210 to 255 by the routine in lines 140 and 170 . You will note that we are using the same object as last time, that is, a six sided figure. Lines 280-288 let us input the scaling factors SX and SY in the $X$ and $Y$ axes, and these are later used in lines 410 and 460 to calculate the scaling and stretching figures. Before and after that we find the central coordinates of our object (lines 310 to 350 ), and actually plot the figure out (lines 510 to 630 ) one line at a time.

## PROGRAM STRUCTURE

| 60-70 | set colours |
| :--- | :--- |
| 90 | draw border using subroutine at 800 |
| $110-120$ | set up shape and scaled shape data arrays |
| $140-170$ | read data for shape |
| $210-255$ | data for shape |
| $280-288$ | input scaling factors |
| $310-350$ | calculate new central coordinates |
| $410-460$ | calculate scaling |
| $510-630$ | plot each line in turn to specified size |
| 700 | go back for another go with a new scaling factor |
| $800-860$ | border drawing subroutine |
| $900-930$ | end |
| $1000-1110$ | input routine |



$$
\lll 1 \pi \mid>
$$



1 REM ETRETCH 1

3 REM
10 REM ROUT IHE TO STRETCH OR CHANGE THE SCRLE OF R SHRPE
20 REM IH THE SHAPE DATA TRBLE．IT USES THE SHRPES
30 REM CENTRE RHD DIFFERENTIFL $X, Y, S C R L I N B$ FRCTORS．
40 REM
59 REM SET COLOURS
60 GRFFHIC 2
70 COLER 3，3，0，10
75 REM
SO REM DRAW EDRDER RROUND ECREEN
85 REM
90 GOSUB 806
95 REM
100 REM SET UP FHD INPUT DRTA FOR SCALIHG
105 REM
$10 \epsilon$ REM SHRPE DATA RRRA＇S
107 REM
$110 \mathrm{DIM} \mathrm{X}(20), 4(20), \mathrm{U}(20), \mathrm{V}(20)$
115 REM
116 REM SCRLED SHRPE DRTA RRRAY
117 REM
$120 \mathrm{DIM} \mathrm{A}(20), \mathrm{E}(20), \mathrm{C}(20), \mathrm{D}(20)$
125 REM
130 REM SET IJP SHRPE DATA FRRA＇r＇
135 REM
140 REFD HL：REM NUMBER OF LIHES IN SHAPE
150 FOR $I=1$ TO HL
160 RERI $X(I), Y(I), U(I), V(I)$
170 NEXT I
200 REM SHAPE DATA
205 REM
210 DATA 6
220 IARTR $100,110,140,110$
230 DATA $140,110,170,90$
235 DATR $170,90,140,70$
240 DRTA $140,70,100,70$
250 IATA 109，70，70，90
255 DATA $70,90,100,110$
260 REM
$2 B 0$ REM IHPUT SCALIHS FACTDRS IH $X$ AHII Y RMIS
2 E 1 乙央＝＂＂：T＝5
$2 B 2$ CHAR 13．2，＂？
283 GOSUB 1 G日g
$284 \mathrm{SN=Z}$
2 S 5 CHFR $19 . \mathrm{T}, ",: \mathrm{T}=\mathrm{T}+1$
286 Z丰＝＂1：こ＝0：GOSUE 10010
237 ぶニス
2es IF SX＝0 OR Er＝0 THEN 90G
290 FEM

```
300 REM FINT CENTRE
GQ5 REM
310 CY=0:CY=0
3E0 FOR J=1 TO NL
330 CY=[4+Y(J)+U(J)
335 C'T=CY+'Y(J)+V(J)
340 NE*T T
345 CM=CK>(2wFL)
350 C.Y=C!T(2*HL)
3S5 REM
4QQ REM DO SERLIHD RND ETRETCHINS
405 REM
410 FOR J=1 TO NL
420 F(J)=CK+(CK-M(J))*SK
```



```
440 C(J)=CX+(CX-\\(J))米SX
450 I(J)=C.'+(CY-Y(J))*EY
4EO NENT J
495 REM
5OC REM DRAM SHRFE
5 0 5 ~ R E M
E10 FOR J=1 TO NL
520 DS=1
530 P=C(J)-A(J)
540 2=D(J)-B(J)
55日 R=SQR(P*P+Q*Q)
500 L只=P/R
570 LY=Q/R.
5ED FOF: I=0 TO P STEP IS
```



```
E00 'r=95(0-Ew(B(J)+I*LY)
602 IF KCO OR YCD THEN G2D
E04 IF XS1023 OR Y>950 THEN GEQ
610 FOINT 3,Y,'''
G20 HENT I
GSG HEMT J
FGO GOTO 2SO:REM DO RGRIH
755 REM
BOD REM DRFU BDRDER RROIND SCREEN
GQ5 REM
81G FOIMT 3.0.0
8E0 DFAN 3 TO 1023,日
830 IPFH 3 TO 102S,950
E40 DPFW S TO 0,550
BEO DRFW S TO 0,0
EGO FETURH
900 FEM ENTD FROSRPRI
910 COLDF 1,3,6,D
920 GPAFHIE 0
930 END
955 FEM
```

```
1000 REM INFLIT DATA
10.5 REM
1010 GET R年:IF A%="" THEN 1010
```



```
1030 24=2年+f年
1035 CHAP: 19,T,A%
1040 T=T+1
1050 00TO 1010
110日 こ=VAL(ट$)
1110 RETUPM
```

READIT．

## STRETCH 2

## DESCRIPTION

The Stretch 1 program as described is an extremely useful one, but alas it is not without its limitations. Although we can stretch images in both X and Y directions, one thing which we do not have control over is the angle of stretching. At present, everything is going at ninety degree angles. What if, as is very common in computer aided design, and indeed other fields, we want to stretch something at, say, 37 degrees to the X axis? The routine in lines 410 to 650 in this program performs just that function. I will not go into the mathematical detail here, many excellent books have been written on the subject, but will simply say that it works!

## RUNNING THE PROGRAM

As in previous programs, we first of all set up the shape and scaled shape data arrays before reading in the actual data itself from lines 210 to 240 . This time we revert to a much simpler shape, that of a rectangle. In line 280 we again input the scaling factors in the $X$ and $Y$ axes, and in line 290 we input AS, the angle of stretching. This is the angle by which we will evaluate our shape above the X axis. In other words, if AS is equal to 45 degrees, as it is in the illustration, the line joining the two corners of the rectangle will be at 45 degrees to the $X$ axis. After calculating the centre of the newly formed shape, the scaling, stretching and rotating routine in lines 410 to 650 comes into effect. As you can see this is quite complicated, and I do not intend to go into any detail. This book is designed to help you with graphics on the VIC, not give you a thesis on mathematical theory! The program needs a 16 K expansion RAM.

## PROGRAM STRUCTURE

| $60-70$ | set colours |
| :--- | :--- |
| 90 | draw border using routine at 1000 |
| $110-120$ | dimension shape and scaled shape data arrays |
| $140-170$ | read shape data |
| $210-240$ | shape data statements |
| $280-288$ | input scaling factors in $X$ and $Y$ axis |
| $289-293$ | input angle of rotation; <br>  |

310-350

710-830
840
1000-1060
1100-1160
calculate centre coordinates perform scaling, stretching and rotation calculations
draw new shape line by line go back for another go border drawing subroutine input routine


1 REM STRETCH 2

3 REM
10 REM ROUTINE TO STRETCH OR CHAHBE THE SCALE OF A．SHAFE
20 REM IN THE SHAPE DRTR TRELE．IT USES THE SHAPES
30 REM CENTRE AND DIFFERENTIRL $X, Y, S C R L I N G$ FRCTORE．
40 REM PLUS RN ANGLE OF ROTATION ALONO WHICH STRETCHING
45 REM TAKES PLACE．
46 REM
SO REM SET COLOURS
G0 GRFPPHIC 2
70 COLOR $3,3,0,10$
TS REM
80 REM ITRAW BORDER RROUND SCREEN
85 REM
90 GOSUB 1100
95 REM
100 REM SET UP AYD INPUT DRTA FOR SCALING
105 REM
106 REM SHAPE DATR ARRAYS
107 REM
$110 \mathrm{gIM} X(20), Y(20), U(20), V(20)$
115 REM
116 REM SCALED SHRPE DATA ARRAY
117 REM
120 DIM $\mathrm{A}(20), \mathrm{B}(20), \mathrm{C}(20), \mathrm{D}(20)$
125 REM
130 REM SET UP SHAPE DATA ARRAY＇
135 REM
140 READ NL：REM NUMBER OF LINES IN SHAPE
150 FOR I＝1 TO NL
160 READ $X(I), Y(I\rangle, U\langle I\rangle, V(I)$
170 NEXT I
200 REM SHRPE IATA
205 REM
210 DATA 4
220 DATA $100,120,150,120$
230 DRTA $150,120,150,90$
235 DATA 150，90，1日0，90
240 DATA $100,90,100,120$
2G0 REM
280 REM IHPUT SCRLIHO FACTORS IN $X$ RND Y RXIS
281 Z事二1＂：T＝5
282 CHRR 19．2，＂？＂
283 GOSUB 1000
284 SK＝2
265 CHRR 19，T，＂，＂：T＝T＋1
286 乙象＝＂＂：Z＝0：GOSUB 1000
287 SY＝2
206 IF S $\mathrm{S}=0 \mathrm{OR} \mathrm{S}^{\prime}=0$ THEH 900
2 Eg REM IHPIJT FHSLE OF STRETHCIHG

```
290
    Z寺="":T=T+5
291 CHRR 19,T-3."?"
292 GOSUB 1090
293 RS=工゙年%190
295 REM
3 0 0 ~ R E M ~ F I N D ~ C E N T R E ~
305 REM
310 CK=0:C'4=0
32@ FOR J=1 TO NL
330 CX=CX+X(J)+U(J)
335 CY=CY+Y(J)+V(J)
340 NEXT J
345 CX=CW/(2*NL)
359 CY=CY/(2*NL)
395 REM
400 REM DO SCFLING RND STRETCHING
405 REM
410 FOR I=1 TO NL
420 K1=X(I)-CK
430 Y1=\psi(I)-CU
440 F={X1*COS{FS\+'\1*SIN{RS\)手SY
450 G={-X1*SIH{RS\+'1**OS{RS)\&SK
469 K2=F*COS(RS)-GWSIN<RS)
470 R(I) =K2+CK
480 Y2=F采IN(RS)+G*COS(RS)
490 B(I)=Y2+C'%
500 K1=U\I)-CX
510 Y1=V(I)-CY
520 F=(X1*COS(RS)+r1*SIN(RS))自SY
530 G=(-X,1%SIN(RS)+U11wCOS(RS) )wSK
540 X2=F咱COS(RS)-G*SIN(RS)
550 C<I)=X2+CK
569 प2=FwSIN(RS)+G*COS(RS)
570 D(I)=\Psi2+CY
650 NEXT I
700 REM DR.AW SHRPE
705 REM
710 FOR.J=1 TO NL
720 DE=1
730 P=C(J)-R(J)
740 Q=1!(J)-B(J)
750 R=SQR{P:拃+Q*Q}
700 LX=P/R
770 LY=O/R
700 FOR I=g TO R STEP IS
790 X=6尓(R(J)+I*LX-4O)
795 REM
8|0 Y=950-6%{B(J)+IWL'r}
802 IF K<g OR YKO THEH 82g
804 IF X>1023 0R Y>950 THEN 820
805 REM
```

```
610 POINT 3, X,Y
820 NEXT I
830 NEKT J
840 GDTO 2B0:REM DO RGRIN
900 REM EHD PROMRRM
910 COLDR 1,3,6,0
9 2 0 ~ G R F P H I C ~ O ~
930 END
995 REM
1000 REM IHPUT DRTA
1005 REM
1010 GET A$:IF f$a"" THEN 1010
1020 IF (RSC(A%)<48 DR RSC(R&)>57) AND R*()"."THEN 1060
1030 マま=2徃+生
1035 CHRR 19,T,A年
1040 T=T+1
1050 GOTO 1010
1060 Z=\RL(こ%)
107G RETURM
1095 REM
1100 REM DRAN BORDER AROUND SCREEN
1105 REM
1110 POINT 3,0,0
1120 DRAN 3 TO 1023,0
1130 DRFN 3 TO 1023,959
1140 DRRN 3 TO 0,950
1150 DRAN 3 TO 0,0
1160 RETURN
RERDY.
```


## ROTATE

## DESCRIPTION

In this section we introduce the concept of a transformation matrix. A transformation matrix is essentially a set of equations which are applied to a coordinate point in order to move it to the required position. I shall not endeavour to derive these equations (there are many excellent text books on the subject) simply show how they can be used to produce the required effects. The rotational transformation matrix consists of four equations and these are calculated in lines 250 to 280 . Lines 290-300 use the values from this matrix to calculate the new coordinates of the point.

Rotation requires the movement of a point in a circle around a fixed axis on the screen. By making the point the end coordinate of a line, a line or a shape can be rotated around this axis. The axis of rotation can lie anywhere on the screen, it may even lie on the same coordinates as the point to be rotated. In this program you will notice that the small cross is being rotated in a clockwise direction around an axis thereby describing a circle, note that the point erase - lines 310 to 340 - was removed to produce the diagram. Counterclockwise rotation can be produced by using a negative angle of rotation.

## RUNNING THE PROGRAM

The program requires the input of five parameters. These five are the $X$ and $Y$ coordinates of the centre of rotation, the $X$ and $Y$ coordinates of the point to be rotated and the angle of rotation. The angle of rotation is in degrees and is the angle between two lines drawn from the centre of rotation to the 0 degree or three o'clock position and from the centre to the new point position. It should be noted that the FOR NEXT loop in lines 235 and 410 is inserted to generate a sequence of 360 rotational plot points; these should be removed to plot a single rotation.

## PROGRAM STRUCTURE

## 35

60-70 set colours draw border around screen using subroutine at 500

130-136 input angle of rotation

210 convert rotation angle from degrees to radians

215-220
225
230
235
240 250-280 290-300
310-340 350-380
410
500-560 600-660
initialise variables plot point at centre of rotation set start angle at 0 loop to plot 20 consecutive rotations add angle of rotation to start angle calculate rotational transform matrix calculate new coordinate point position erase previous rotated point position plot new rotated point loop to rotate again by the rotation angle border drawing subroutine input routine


```
1 REM ROTATE
```



```
3 REM
10 REM THIS PROGRIAM ROTRTES A POINT RROUND
2 0 ~ R E M ~ \& ~ C E N T R F L ~ F O I N T ~ O N ~ T H E ~ S C R E E N ~
30 REM
35 IIM M(2,2)
40 REM
50 REM SET COLOURS
5E REM
G@ GRFIPHIC 2
70 COLOR 3,3,0,3
75 REM
GO REM IRRW BORDER
85 REM
ge cosub 500
g5 REM
100 REM INPUT FARRAMETERS
105 REM
110 REM COORDINATES OF CENTRE OF ROTRTION
111 2制":T=5
112 CHFR 19,2,"?"
113 GOEUE EOE
114 KC=Z:Z$=""
115 CHAR 19,T,",":T=T+1
11E GOSUB 600
117 YC=2:FOR I=1 TO 500:NEXT I
118 IF KC=0 OR YC=0 THEN 450
119 CHFRR 19.2,"
120 REM COORDINRTES OF POINT TO BE ROTRTED
121 2%="":T=5
122 CHAR 19,2,"?"
123 GOELSB EDD
124 \P=Z:こも=""
125 CHFR 19,T,",":T=T+1
126 GOSUB 600
127 YP=Z
128 FOR I=1 TD 50G:NEXT I
129 CHAR 19,2,"
130 REM ANGLE OF ROTRTION
131 乙*="":T=5
132 CHFR 19.2."?"
133 cosUB EOE
134 AR=2
135 FOR: I=1 TO 506: HENT I
13E CHFE: 19,2,"
195 REM
200 REM ROTATE FOINT
205 REM
210 AR=AR*\pi/1BQ
215 XR='NF:'YR=''F
140
```

```
217 \0=\R:40=4%
220 XF:=-(XC-SP):TP=-(YC-1,TP)
225 FOINT 3.KC,YC
230 R=0
235 FOF Q=1 TO 20
240 R=F+FRR
250M(1,1)=COS(R)
260 M(1,2)=SIH(R)
270 M(2,1)=-SIH(R)
260 m(2,2)=coseR)
```



```
300 Y=YC+($P利(1,2)+YP利(2,2))
310 POINT 4, KO-12,4O
320 DRFW 4 TO NO+12,40
330 FOINT 4,XO,YO-12
340 DFFN 4 TO XO,4O+12
350 POINT 3, XR-12,YR
360 DRFH 3 TO XR+12,YR
370 FOINT 3,XR,YR-12
360 DRFIN 3 TO XR,YR+12
390 XO=XR:YO=1R
400 XR=X:YR='T
410 NEXT Q
420 GOTO 100
450 COLOR 1,3,6,0
460 GFAPHIC O
4 7 0 ~ E N D D
495 REM
SG0 REM DRFIN BORDER
505 REM
510 POINT 3.0.0
520 DRFW 3 TO 0,950
530 DRFW 3 TO 1023,950
540 DRFW 3 TO 10123,0
550 IRFIN 3 TO E,0
550 FETUF:W
SgS REM
GEO REM IHPIJT DATF
605 REM
E10 GET F圭:IF fis="" THEN E10
```



```
ES0 CHRR 19,T,F车:T=T+1
640 て年=こま+A5:G0T0 610
650 こ=WRL(Z&)
GEO FEETURH
```

FERDY.

In the same way that the program ROTATE rotated a point around a fixed axis on the screen we can also rotate a line about a fixed axis. This is not difficult since one is simply rotating two points - the two end coordinates of the line. It should be noted that in this program the line start and end coordinates are both input as relative coordinates. A relative coordinate means that the coordinate is not the normal screen coordinate but a value which is relative to the coordinate of the axis point. If the axis is set at the absolute screen coordinates of $X=100$ and $Y=80$ then to have the start of the line at the absolute screen coordinates of $X=150$ and $Y=100$ gives us a relative coordinate value of $X=50$ and $Y=20$. From this we can see that the relative coordinates are obtained by this calculation:
coordinate of point - axis coordinate

## RUNNING THE PROGRAM

The program requires the input of seven parameters, starting with the $X$ and $Y$ coordinates of the central axis around which the line is rotated. This is followed by the X and Y coordinates of the start of the line and then the $X$ and $Y$ coordinates of the end of the line, all four values being relative coordinates with respect to the centre of rotation. The last parameter value is the angle of rotation, this is in degrees and is the angle between two lines drawn from the centre of rotation to the original dot position and from the centre to the new dot position. Note that the FOR NEXT loop in lines 235 and 500 has been inserted to generate a sequence of 20 rotations of the increment angle. These should be removed to plot a single rotation.

PROGRAM STRUCTURE

## 40

set colours
draw border around screen using subroutine at 700 input coordinates for centre of rotation input relative coordinates for start of line input relative coordinates for end of line input angle of rotation convert angle to radians initialise variables

225
plot point at centre of rotation set start angle at zero
loop to plot 20 consecutive rotation increments add angle of rotation to start angle calculate rotational transform matrix calculate new coordinate point positions routine to draw line between the two end points loop to next rotation increment border drawing subroutine input routine end


REM FICITATE 2

3 REM
10 REM THIS PROGRAM ROTATES A LINE RROUNI
za REM A CENTRFL FOIHT OH THE ECREEN
SO REM
40 DIM M（2，2）
45 REM
50 REM SET COLOURS
55 REM
G0 GRAPHIC 2
70 COLOR 3，3，0，10
75 REM
89 REM DRAM EDRDER RROUND SCREEN
85 REM
ga gosub 7 rab
95 REM
106 REM IHPUT F＇FRFMETERS
110 REM COORDINATES DF CENTRE OF ROTATION
111 Z手＝＂＂：T＝5
112 CHRR 19，2，＂？＂
113 GOSUR 806
114 XC＝Z：Z $=$＝＂＂
115 CHAR 19，T，＂，＂：T＝T＋1
116 GOSUE SOA
$117 \mathrm{YC}=2: F O R \mathrm{I}=1$ TO 500：NEMT I
118 IF XC＝0 DR YC＝O THEN 900
119 CHFR 19，2，＂＂
120 REM FELRTIVE LINE START COORDIHATES
121 2 $5="$＂：$T=5$
122 CHAR 19．2，＂？＂
123 GOSUB 80 C
124 XF＝ス：Zも＝＂＂
125 CHAR 19，T，＂，＂：T＝T＋1
126 GOSUE B6a
$127 \mathrm{YF=Z}$
128 FOR：I＝1 TO 50G：HEXT I
129 CHFR 19，2，＂＂
130 REM RELATIVE LINE END CODRDINRTES
131 2\＄＝＂＂：T＝5
132 CHFR $19,2, " ? "$
133 gosub 80
$134 \times Q=$ Z：Z $\ddagger=1$
135 CHFR $19, T, ", ": T=T+1$
136 GOSU18 8210
137 Y Q $=2$
136 FOR I＝1 TO 5日G：HEMT I
139 CHAF 13：2，＂
146 REM RNGLE OF ROTATION
141 乙\＄＝＂！T＝5
142 CHAR 19，2，＂？＂

```
143 GOSUB BaE
    144 RR=2
    145 FOR I=1 TO 500:NEXT I
    146 CHFR 19,2,"
    195 REM
    200 REM ROTATE LIHE
    205 FEEM
    210 RE=FR禾%/180
215 XR=WF:YR= YF
225 PDIHT 3,XC,YC
230 R=0
235 FDR Z=1 TO 20
240 R=R+AR
250 M(1,1)=COS(F)
2\epsilon0 M(1,2)=SIN(R)
270 M(2,1)=-SIN(R)
280}M(2,2)=COS(R
```




```
310 XE=X:YB=Y
320 X=XC+XQwM(1,1)+YQ*M(2,1)
330 Y=YC+XQWM(1,2)+YQ洎M(2,2)
340 X'K =X:YE=Y
345 REM
350 REM IRAU LINE
355 REM
360 DS=18
370 P=NE-XB
380 Q=YE-YB
```



```
4810 LX=P/RL
410 LY=Q/RL
420 FDR I=0 TD RL STEP DS
430 X=XE+.?*(I*LX)
440 Y='V'B+I目L'T
445 IF K<C OR YSE DR YP95G THEH 460
450 FOIHT 3,M,Y
4EO NEMT I
50G NEXT Z
510 GOTO 100
695 REM
TGO REM DRAW BORDER
705 REM
710 POINT 3,0,E
720 DRAN 3 TO 0.950
730 TIRFH4 3 T0 1023.950
740 DRFM }3\mathrm{ TG 1023.0
```



```
7EO RETIJRH
755 REM
```

```
EOQ FEEM IHPUT DATF
805 REM
610 GET F真:IF F{年="" THEN B10
```



```
830 CHFR 19.T,F志:T=T+1
840 こ%=2$+R年:G0T0 810
850 Z=WFL(Z悉)
seg RETURN
g00 REM EHID PROMRAM
910 COLOR 1,3,6,0
gRO TRAFHIC 0
930 END
RERD'%.
```


## DESCRIPTION

In the same way that the program ROTATE 2 rotated a line around a fixed axis on the screen we can also rotate a shape about a fixed axis. This is not difficult since one is simply rotating a set of lines, each line being specified by the two end coordinates of the line. The data for the shape is stored in a shape table, this is stored in one of three arrays. The other two arrays are used to store the data for the rotated shape and the previous rotation - this is required by the routine which erases the previous rotation. The data is stored as the beginning $X$ and $Y$ coordinate of a line followed by the end $X$ and $Y$ coordinates of the same line, these four values are then repeated for each line in the shape. In this program the shape data is obtained from a set of data statements - lines 710 to 740 . The set of displays which accompany this program show how by varying the centre of rotation the shape is rotated in different ways, depending on whether the rotational centre lies within the shape, directly on a line of axis through the shape or to one side of the shape; also shown is that the lines used to draw the shape can have a variable dot spacing.

## RUNNING THE PROGRAM

All the parameters required by the program are stored directly within the program. The $X$ and $Y$ coordinates of the central axis around which the shape is rotated are stored as the variables xc and $y c$ in line 250 . The number of lines in the shape is stored as variable nl in line 240. The X and Y coordinates of the start and end of each line are stored as data statements in lines 710 to 740. The last parameter value is the angle of rotation, this is in degrees and is stored as the variable ar in line 296.

Note: that the FOR NEXT loop in lines 300 and 620 has been inserted to generate a sequence of fifty rotations of the increment angle. These should be removed to plot a single rotation. When plotting shapes with more than 20 lines then the size of the shape data arrays should be increased accordingly.

## PROGRAM STRUCTURE

60-70 set colours
90 draw border around screen using subroutine at 900

110 set up array for rotation matrix
120-150 matrix for original data shape
160-190 matrix for erased shape data
210-225 matrix for displayed shape data
234-296 initialise variables and constants
240
255 number of lines in shape plot point at centre of rotation
260-290
296
300
310
320-350
370-500
520
load coordinate data into original shape matrix set start angle to zero
loop to plot 50 consecutive rotation increments add angle of rotation to start angle calculate rotational transform matrix

540 jump to routine to draw lines
560-610
620 put displayed shape data into erased shape matrix

710-740 loop to next rotation increment

## 900-960

 shape table data1000-1140 subroutine to draw shape
2000-2140 subroutine to erase shape


148


1 REM ROTATE 3

3 REM
10 REM FROGRAM TD ROTATE $R 2 I I$ OBJECT REOLTT
20 REM A POINT OH THE SCREEH
30 REM
46 REM
50 REM SET COLOURS
55 FEM
60 GRFFPHIC 2
70 COLOR $3,3,0,3$
75 REM
GE REM DRRW BORDER
ES REM
90 gosub 900
95 REM
100 REM ARRRTE FOR DRTA TRRNSFORMRTIDH
105 REM
106 REM ROTATION MATRIX
197 REM
110 DIM M(2,2)
115 REM
116 FEM DRIOINRL SHRPE DATA
117 REM
120 DIM X(20)
130 DIM $1(20)$
135 REM
140 IIM U(20)
150 IIM V(20)
155 REM
156 REM ERRSED SHRPE DRTR
157 REM
160 DIM W(20)
170 DIM Z(20)
175 REM
180 DIM S(20)
190 IIM T(20)
200 REM
205 FEM DISPLRIVED SHFFE DRTR
206 REM
216 IIM D(20)
215 DIM P(20)
220 JIM م(20)
225 IIM R(20)
234 REM
234 FEM SET UF COWETFINTE RHI IATR FROM IFATA THELEE
235 REM
$240 \mathrm{HL}=4$
$250 \times 5=450: 15=512$
255 FOIHT 3, XC, पC
260 FOF $\mathrm{H}=1 \mathrm{TO} \mathrm{HL}$
150

```
    270 F:EAD X(N),Y(N),U(N),V(N):S(N)=|(\N):T(N)=U(N)
    280 W(N)=\(N):Z(N)=%(N)
    290 NE<<T N
    296 RR=45:R=0
    297 REM
    298 RE:=AR**/180
    299 REM
    BOR FOF R=1 TO SO
    305 REM
    310 R=R+AR
    315 REM
    316 REM SET UP ROTRTIOH MATRIX
    317 REM
    320 M(1,1)=COS(R)
    330 M(1,2)=SIH(R)
    340 M(2,1)=-sIN(R)
350 M(2,2)=C0S(R)
360 REM
365.REM ROTATE SHFIPE RR DEGREEG
G6E REM
G70 FOR N=i TO NL
386 P=-(XC-X(N))
390 0=-{4C-Y(10)
400 X=KC+.7*(P茾M(1,1)+Q*M(2,1))
410 Y=YC+P*M(1,2)+Q*M(2,2)
420 0(N)=人
430 P(N)=Y
440 P=-(XC-U(N))
450 D=-{YC-U(N))
4E0 X=XC+.7*(P*M(1,1)+Q%M(2,1))
470 'r=YC+P*M(1,2)+Q*M(2,2)
480 Q(N)=K
490 F(NH)=\
500 HEN:T N
510 REM
520 GOELB 2000
530 REM
54E BOSIIE 1000
550 REM
500 FOF N=1 TO NL
5 7 0 W ( W ) = 0 ( N )
580 Z(1, )=P(1!)
Sg0 S(H)=0(H)
600 T(N)=R(H)
E10 NEMT N
EZD HEXT F
E30 [ET f半:IF F%="" THEN 630
640 EOLOR 1,3,6,0
E50 OPAPHIC 0
6E0 END
695 REM
```

740 DRTA $455,300,512,200$
395 REM
900 REM DRAW EORDER
905 REM
910 POINT 3,0,0
920 DRAN 3 TO 0,1023
939 DRAW 3 TO 1023,1023
940 DRAW 3 TO 1023.0
950 DRAN 3 TO 0.0
960 RETURH
995 REM
1008 REM DRAN EHAPE
1005 REM
1010 FOR $\mathrm{N}=1$ TO NL
$1020 \mathrm{DS}=6$
$1030 P=Q(N)-D(N)$
$1040 Q=R(H)-\mathrm{P}(N)$
$1050 \mathrm{RL}=3 \mathrm{QR}(\mathrm{P}$ 犊+Q*Q)
1060 LX=P/RL
$1070 L^{\prime} Y=Q / R L$
1050 FOR $I=0$ TO RL STEP DS
$1090 X=(0(H)+I *(X)$
$1100 \%=P\langle N\rangle+1$ 粯 $Y$
1105 IF KCO OR Y 100 THEN 1129
1110 POINT $3, K, Y$
1120 NEXT I
1130 HEXT N
1140 RETURH
1995 REM
2000 REM ERASE SHRPE
2005 REM
2010 FOR $\mathrm{H}=1$ TO HL
2020 DS=6
$2030 \mathrm{~F}=\mathrm{S}(\mathrm{H})-\boldsymbol{H}(\mathrm{H})$
$2040 Q=T(N)-Z(N)$

2069 L
$2070 L^{\prime}=0 / R L$
2020 FOR I=0 TO RL STEP DS
$2090 x=(H(H)+I *(X)$
$2100 \zeta=Z(N)+I * L ' Y$
2105 IF $\mathrm{X}<0$ DR $Y$ YO THEN 2020
2110 FOINT $4, \%, T$
2120 HEXT I
2130 NEXT N
2140 RETURH
152

## MOVE

## DESCRIPTION

The application of the transformation matrix can be expanded to cover all manipulation of a shape, not just rotation but also movement (known as translation) and scaling. The primary purpose of this program is to show how a shape can be moved about the screen, but it also embodies the capability of scaling and rotation. The transformation matrix consists of six quotations. These equations are stored in lines 3000 to 3100 . Notice that equations 1 to 4 consist of the rotational transform equation multiplied by a scaling factor, equations 5 and 6 do the movement by adding an offset to the shape position. The program can display any two dimensional shape. This shape can be moved to any part of the screen, rotated through 360 degrees and stretched in either X or Y axis or both.

## RUNNING THE PROGRAM

There are no input parameter values since they are all within the program as LET statements. There are five parameter values which control the movement, rotation or scaling of the shape; these are set in lines 120 to 160 . Lines 120 and 130 contain the X and Y scaling factors - full size $=1$, half size $=.5 \mathrm{etc}$. The rotational angle of the shape is stored as the variable rx in line 140 , note that since this angle must be in radians it is multiplied by 3.14159/180. The movement of the shape in the $X$ and $Y$ axis is stored in lines 150 and 160, and is the number of pixels in either direction from the original coordinates stored in the shape table.

The object shape is stored in a shape table. This table consists simply of the $X$ and $Y$ coordinates of the end of each line comprising the shape. It should be noted that there are one more pair of coordinates than there are lines in the shape, the number of lines in the shape is stored as the variable np as the first value in the data table. The data table is stored as data statements in lines 1110 to 1130 . Try designing your own shapes using graph paper and then entering the new values into the data statements.

## PROGRAM STRUCTURE

| $60-70$ | set colours <br> draw border around screen using subroutine at |
| :--- | :--- |
|  | 400 <br> 110 |

120-130 $X$ and $Y$ scaling factors
140 angle of shape rotation in radians

150-160
210-260 main program execution loop
400-460
1000-1050

1110-1130
2000-2080
3000-3100
4000-4070
5000-5220 position border drawing subroutine load shape data into arrays - arrays $X$ and $Y$ V contain the transformed shape data data statements containing shape data - line find the centre of the shape perform transformation matrix calculations point within the shape table $X$ and $Y$ axis movement of shape from initial contain the original shape data - arrays $U$ and 110 contains the number of lines in the shape performs the transformation on each coordinate draws the shape using the transformed data in the arrays $U$ and $V$, note lines 5120 and 5130 check that the shape does not fall outside the screen area


```
1 REM MOYE
```



```
3 REM
10 REM THIS PROGRRM IJSES MATRIX TRANSFGIRMRTIOH TO
ZG REM MOVE,ROTFTE, OR SCALE R TWO DIMENSIOHIFL SHRPE
3@ REM
4 0 ~ R E M
SO REM SET COLOURS
60 GRFFPHIC 2
76 COLOR 3,3,0,10
75 REM
EO REM IRAH EORDER.
g0 SiOSUB 400
95 REM
100 REM SET UP CONSTAHTG, VARIAELES, FNND FRRRTE
105 FEM
110 DIM F(3,3)
120 SX=1
130 S%=1
140 RX:=EG%苗/180
150 TX=-50
160 TY=2
190 REM
2GO REM MAIN PROGRAM LOOP
20S REM
210 [0SIJB 1000
220 008UB 2000
230 [0SU及 3000
240 GOSLIB 4000
250 OOSUF 5000
2G0 GET R衣:IF f真="" THEN 2\epsilon0
270 COLOR 1,3,6,0
280 GRFFHIC 0
290 END
395 REM
406 REM DRAW BORTER
405 REM
410 POIHT 3,0,0
420 INFHW 3 TO 0,1023
430 DRFW 3 TO 1023,1023
440 DRFW 3 TO 1023,0
450 DRAN 3 TO 0,0
4EG RETUPN
995 REM
1060 REM INITIRLISE SHFPE
1005 REM
1010 REAII HP
1020 DIM X(NP+1),Y(HP+1),U(HP+1),V(NP+1)
1030 FOF: I=1 T0 FAP+1
1040 RERI X(I),Y(I)
1050 NEXT I
```

```
1090 REM
110日 FEM SHAFE IIATA
1105 REM
1110 DATA 5
1120 DFTA 100,100,150,120,175,75
1130 DFTA 150,30,10日,50,10日,100
1200 RETURH
1995 PEM
2000 REM FIHD CEHTRE DF SHARE
2005 REM
2010 EY=0: CT=0
2020 FDF: C=1 TD NP
2030 C%=Cx+M(C)
2040 CY=[T+'\(C)
2050 NEKT C
2060 [K=[M,NP
20%0 CY=C'H/NP
2080 RETURH
2935 REM
3ODG REM SET TFRNSFDRMATION MRTRIX
30G5 REM
3010 F(1,1)=SM*COS(RZ)
3020 R(1,2)=SK*SIH(RZ)
3030 FEM
8040 R(2,1)=S'崹(-SIH(RZ))
3050 A(2,2)=S''票OS(RZ)
3060 REM
3070 R(3.1)=TX
3089 Rく3.2)=T'4
3090 REM
G1gg FETURH
3935 REM
4OOD REM DO TRFHEFORMRTIOH
4005 REM
4010 FOF D=1 TO NF+1
4020 XT=K(0)-CX
403日 'Y'T='T'(Q)-C'T
```



```
48,50 WCQ)=CT+(MT*A(1,2)+1TTR(2,2)+R(3,2))
4060 NENT D
4070 FETUPH
4935 FEM
5GQO REM DRAN SHAFE
SOQ5 REM
501R FOR O=1 TO NP
5020 < E=||(Q):4B=\<Q)
5030 XE=1!Q+1):YE=4(0+1)
5040 P=YE-YB
5050 0=4'T-YB
5060 F=SOR(F*F+D*D)
5070 LS=P'R

5gen \(L T=0 / \mathrm{F}\)
SOPO FOR I=G TO F ETEF 1


5120 IF \(x<0\) OR \(4 C 0\) THEN E2日Q

51GM FOINT 3, \(\because, ~ Y\)
52ดด NENT I
5210 NEYT D
5220 RETIIRH
FEERD'
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\section*{THREE DIMENSIONAL SHAPE 1}

\section*{DESCRIPTION}

The application of the transformation matrix can be expanded further to cover the generation of three dimensional shapes - it should be noted that they are displayed two dimensionally but optically appear to represent three dimensional objects. To do this simply requires the addition of an extra axis - the \(Z\) axis - to the \(X\) and \(Y\) axis used in a two dimensional transformation matrix. The transformation matrix consists of sixteen equations, they are stored in lines 3000 to 3190 . I shall not attempt to explain the mathematics, for those interested I would suggest one of the text books on the subject - 'Principles of Interactive Graphics' by Newman and Sproul.

\section*{RUNNING THE PROGRAM}

There are no input parameter values since they are all within the program as LET statements. There are nine parameter values which control the movement, rotation or scaling of the shape, these are set in lines 120 to 200 . Lines 120 and 140 contain the \(X, Y\) and \(Z\) scaling factors - full size \(=1\), half size \(=.5\) etc. The rotational angle of the shape in either one of the three axis are stored in lines 180 to 200 , note that since these angles must be in radians they are multiplied by \(3.14159 / 180\). The movement of the shape in the \(X, Y\) and \(Z\) axis is stored in lines 150 to 170 , and is the number of pixels in either direction from the original coordinates stored in the shape table.
The object shape is stored in a shape table. This table consists of two parts the first is simply of the \(\mathrm{X}, \mathrm{Y}\) and Z coordinates, of each cordner coordinate comprising the shape: The second part is a table of connections of pairs of points between which a line should be drawn. The number of edges in the shape is stored as the variable ' \(n e^{\prime}\) and the number of coordinate points between which the edges are connected is stored as variable ' \(n p^{\prime}\). The coordinate table is stored as data statements in lines 1210 to 1220 , and the connection table in lines 1310 to 1330. Note: all programs in this section require 16 K RAM expansion.

\section*{PROGRAM STRUCTURE}
\begin{tabular}{ll}
\(50-60\) & \begin{tabular}{l} 
set colours \\
draw border around screen using subroutine at
\end{tabular} \\
80 & 900
\end{tabular}
\begin{tabular}{|c|c|}
\hline 100-110 & sform matrix arrays \\
\hline 120-140 & \(X, Y\) and \(Z\) scaling factors \\
\hline 150-170 & \(X, Y\) and \(Z\) axis movement of shape from initial position \\
\hline 180-200 & angle of \(X, Y\) and \(Z\) axis rotation in radians \\
\hline 410-450 & main program execution loop \\
\hline 900-960 & border drawing subroutine \\
\hline 1000-1050 & load shape data into arrays - array S contains the coordinate table of the original shape array \(E\) contains the line connection data array \(M\) contains the transformed coordinate data \\
\hline 1100-1170 & read in the shape data \\
\hline 1200-1220 & data statements containing coordinate shape data as \(X, Y\) and \(Z\) for each corner point, note that the first three values comprise the coordinates for point 1 , the second three for point 2 etc \\
\hline 1300-1330 & data statements containing line connection data \\
\hline 2000-2240 & draw the shape \\
\hline 3000-3160 & perform transformation matrix calculations \\
\hline 3200-3350 & set up scaling and translation matrix \\
\hline 4000-4080 & performs the transformation on each coordinate point within the shape table \\
\hline 5000-5900 & find centre of shape \\
\hline
\end{tabular}

\(162\)
```

1 REM 3L DRFWIHG 1

```

```

3 REM
10 REM R THREE IIIMEHSIOHAL SHFPE IS IRAWH EY THIS FROGRFM
20 REM THE ROTATICN FOSITION FH\D SCALE OF THE OBJECT
30 REM CAN BE CHANGED TO GIVE DIFFEFENT VIENINCI RNGLEE.
35 REM
4O REM SET COLOURS
50 GRFFHIC 2
60 COLOR 3,3,0,10
6 5 ~ R E H M
7O REM DFRW BORDER. RROUND SCREEH
75 REM
80 GOSUB 900
85 REM
90 REM SET UP COHSTANTE, YRFIAELES, FND RRRRYS
95 REM
10g IIM A(4,4)
110 DIM B<4,4)
120 SK=.3
130 5'%=.3
140 SZ=.3
150 TX=1
160 TY=1
170 TZ=1
180 RY=48*/\pi/180
190 R'T=26釆\pi/180
200 RZ=50w\pi/180
400 REM MAIN PROGRAM LOOP
410 g0suB 1000
420 00SuB 5000
430 G0SILB 3000
440 g0SUB 406a
450 GOGUB 2000
500 GET R%:IF A年="" THEN 500
510 COLOR 1,3,6,0
520 GRFPHIC 0
5 3 0 ~ E H D D
900 FEM BORDER IFRRHING SUBROIJTIHE
905 REM
9 1 0 ~ P O I N T ~ 3 . 0 . 0 ~ \% ~
G20 DFFH S TO 0,1023
930 DRFW 3 TO 1023,1023
940 DFRM 3 TO 1023,0
S50 DRFN 3 TO 0,0
G60 FETURH
995 REEM
10日0 REM IHITIFLISE SHRPE
1005 REM
1010 NF=8
1020 NE=12

```
```

1030 REM
1040 DIM S(3,NF)
1050 DIM E(NE,2)
1060 DIM M(3,NF)
110D REM
1110 FOR N=1 TO NP
1120 REFD S(1,N),S(2,N),S(3,N)
1130 NEXT H
1140 FOR K=1 TO NE
1150 RERD E(K,1),E(K,2)
1170 NEXT K
1195 REM
120日 REM }X,Y,Z FOINT COORDIHATES
1210 IFTA 0,0,200,200,0,200,200,0,0,0,0,0
1220 UFTFA0,200,200,200,200,200,200,200,0,0,200,0
1295 REM
1300 REM CDH快ECTIOH DATA
1305 FEM
1310 IRTG 1,2,2,3,3,4,4,1
1320 IIATR 5,1,2,6,4,8,7,3
1330 IFITR 6,5,5,8,8,7,7,6
1900 RETUPH
1995 REM
2000 REM DRRW SHRPE
2005 REMM
2020 FOR K=1 TO NE
2030 V1=E(K,1)
2040 v2=E (K,2)
2045 IF V1=0 THEN 2240
2050 XE=M(1,41)
2060 अF=M(2,W1)
2070 XE=M(1.V2)
2030 'VE=14(2,V2)
2090 DS=1
2100 P=YE-XB
2110 Q=''E-''B
2120 R=SQR(P淿F+Q*Q)
2130 LK=P/R
2140 LY=O/R
2150 FOR I=0 TO R STEP DS
2160 N=6*@. >*(ぶB+I*LK)
2170 Y=1日23-6*(YB+I粕Y)
2180 IF KCO DR YCO THEN 2230
2190 IF K`1023 0R Y>1023 THEN 2230
2220 FOINT 3,%,V
2230 FEXT I
2こ40 HEXT K
2ge0 RETURH
2595 REM
30QQ FEM SET TRERNEFDRMATIDN MATRIX:
3005 FEEM

```
```

3010 A(1,1)=COS(PUY)CDE(RZ)
3020 A(1,2)=COS(RY)*SIN(RZ)
3030 A(1,3)=-SIHPRY)
3040 F(1, 1,4)=0

```

```

3060 F(2,2)=COS(RX)*COS(RZ)+SIN(Rツ)*SIN(RY)*SIN(RZ)
3070 A(2.3)=SIN(RK)*COS(R'%)
3080 f(2,4)=0

```

```

3100 F(3,2)=-SIN(RY)**OS(RZ)+COS(RZ)*SIN(RY)*SIH(RZZ)
3110 A(3,3)=COS(RX)*COS(RY)
3120 A(3,4)=0
3130 A(4,1)=0
5140 A(4,2)=0
3150 f(4,4,3)=0
316\Omega R(4,4)=1
3195 REM
3200 REM SET UP SCALING FHD TRANSLATION MATRIX
3205 REM
3210 E(1,1)=SX**(1,1)
3220 B(1,2)=SX尔A(1,2)
3230 B(1,3)=SK*A(1,3)
3240 REM
3250 B(2,1)=ST**(2,1)
3260 B(2,2)=S%*Aく2,2)
327@ B(2,3)=SY*R(2,3)
3230 REM
3290 B(3,1)=EZ**(3,1)
330日 B(3,2)=52*A(3,2)
3310 B(3,3)=52*R(3,3)
3320 REM
3330 E(4,1)=TX
3340 B(4,2)=TY
3350 B(4,3)=T\
3900 RETURH
3995 REM
4900 REM PERFORM TRAHGLRTIOH
4005 REM
4010 FOR Q=1 TO NP
4015 FEM
4020 XT=E<1,0)-XC
4030 YT=S(2,Q)-YC
4040 こT=S!3,Q)-ZC
4 0 4 5 ~ R E M

```

```

4@60 M(2,Q)=4C+(YT** B(1, 2)+YT*R(2, 2)+2T*B(3,2)+B(4,2))
4日70 M(3, Q)=工C+(㓅来B(1,3)+'TT*B(2,3)+ZT*E(3,3)+B(4,3))
4geO HENT Q
4900 RETURH
4995 REM
50G0 REM FIFD CEKTEOID

```
```

S005 REM
5010 F=0:Q=0:R=0
5020 FOR I=1 TD NHP
5030 P=F+S(1,I)
5040 0=0+S(2,I)
5050 R=R+S(3,I)
5GEQ HEKT I
5070 XC=P/NP
50B0 YC=O/NP
5090 工C=R/NHP
5900 RETURH

```

READT:

\section*{THREE DIMENSIONAL SHAPE 2}

\section*{DESCRIPTION}

This program is identical to the program THREE DIMENSIONAL SHAPE 1 except that an additional subroutine has been added to remove hidden lines. Hidden lines are those lines which lie out of sight of the viewer and are hidden behind the front surfaces. By removing these hidden lines the shape of the object becomes much clearer. The subroutine which checks for hidden lines is located between line numbers 6000 and 6140 .

\section*{RUNNING THE PROGRAM}

The parameters and data tables required by this program are the same as those used for the program THREE DIMENSIONAL SHAPE 1, consult this program for information. Note that the connection table now describes object faces rather than lines.

\section*{PROGRAM STRUCTURE}

Lines 1 to 5995 are identical to THREE DIMENSIONAL SHAPE 1 consult for details.

6000-6140 subroutine to check for hidden surfaces

```

1 REM 3D DRAMING 2

```

```

3 REM
10 FEM R THFEE DIMEHSIOHAL SHRPE IS DPRINN BY THIS
20 FEM FROIGRM.THE ROTATION PNEITIOH RHN SCRLE DF THE
3O FEM GBIECT EFH BE CHANGED TO GIVE DIFFEFENT UIEMING
35 REM RNGLES.THE FROGRAM INCORPORATES R ROUTINE TO
36 FEM FEMOVE HIDDEN LINES
37 FEM
40 REM SET COLOIURS
50 GRAFHIC 2
60 EOLNR 3,3,0,10
65 PEM
TG FEM DRRM EORDEF RROUHD SCPEEN
75 REM
EO TOEUE GPO
GE REM
OG REM EET UP COHETRNTS, UARIFIBLES, AHI RRRRYE
G5 REM
10@ DIM F(4,4)
110 1IM B(4,4)
115 DIM C(3)
117 TIM D(3)
120 E%=.3
130 E'r=.3
140 ET=.3
150, TM=1
16日 T'T=1
17@ TZ=1
180 RM=40*\pi/180
190 R'T=20%%/130
200 RZ=50*\pi/18品
400 REM MRIM PROIGPAM LTOP
410 TחGUS 1Gg@
420 ONSUP EQRG
430 SOSIIR 3REO
440 [0GUR 40gB
450 TOSUE EROM
50] DET As:IF A㱏="" THEN ERG
510 EOLOR 1,3,6,G
5EO GRFFHIC O
530 EHII
GGG REM EORDEFE DFRWIHG SUEROUTINE
905 FEEM
910 POINT 3,0,0
920 DRAW 3 TD 0.1023
93G IRFH 3 TO 1023,1023
G40 DFFH 3 TO 1923.0
OEO DFFH 3 TO D.Q
960 FETUFH
gS5 REM

```
1200 EEM \(X \cdot{ }^{\prime} \mathrm{r}, Z \mathrm{Z}\) FOINT COORDIHATES
1210 IRTA \(0,0,20 a, 2 \pi, \theta, 200,2 \pi a, 0,0,0,0,0\)
1220 DATA \(0,200,200,200,200,200,200,200,0,0,200,0\)
1235 FEM
13GU REM COHHECTIDN DATA
1365 REM
1310 DATA \(1,2,2,3,3,4,4,1\)
1320 DATA \(5,1,1,4,4,8,8,5\)
\(1330 \mathrm{DATA} 6,5,5,8,8,7,7,6\)
1340 IATA \(2,6,6,7,7,3,3,2\)
1350 IATA \(1,5,5,6,6,2,2,1\)
1360 DATA \(3,7,7,8,8,4,4,3\)
1909 RETURH
1995 PETM
2 OQG REM DRAM SHAFE
2005 REM
2g2e FOR \(K=1\) TD HE
2030 V1=E(F,K,1)
2040 V2=E(F,K,2)
2945 IF V1=0 THEN 2240
\(2050 \times \mathrm{P}=\mathrm{M}(1, \mathrm{~V} 1)\)
2050 YFM(2, W1)
2ara \(X E=H(1, v 2)\)
\(2930 \mathrm{TE}=\mathrm{H}(2, \mathrm{ve})\)
2020 ns=1
\(2100 \mathrm{~F}=\mathrm{YE} \mathrm{E}-\mathrm{XB}\)
\(2110 \mathrm{O}=\mathrm{TE}-1 \mathrm{~B}\)
2120 R=SOR(F*F+QWQ
\(2130 \mathrm{~L} Y=\mathrm{F} / \mathrm{R}\)
\(2149 L^{2} \uparrow=\mathrm{R}^{\prime} \mathrm{R}\)
2150 FOR I=G TOR ETEP DE

```

2170 Y=1023-E*(4'E+I涼'Y)
2100 IF KOG OR T<Q THEN 2230
2190 IF % 1023 OF %>1023 THEN 223n
2\Omega2O FOINT O.Y,'
2こ3n HEYT I
2こ40 HERT K
2gOU RETIPM
2995 REM
SGQg REM SET TRRNEFOPMATION MATRIX
300E FEM

```


```

308( F(1,3)=-SIH(RT)
304% F(1,4)=0
2\Omega50 F(2,1)=COS(RY)*(-SIH(PZ)*+SIH(RX)*EIN(RT)*CRS(RZ)
30EG R(2,2)=COE(FY)*COS(RZ)+SIN(RW)*EIH(RY)*SIN(RZ)

```

```

30日0 A(2,4)=0

```

```

S10日 R(3.2)=-EIN(Px)*COS(RZ)+COS(PZ)*SIN(PT)*SIH(RZ)
3110 F(3.3)=COS(RK)%COS(Rサ)
3120 R(3,4)=0
3130 f(4.4)=0
3140 f(4,2)=0
3150 F(4, 4, =0
3160 R(4,4)=1
3195 REM
32GE FEM SET UF ERALING RND TRAHSLATION MATRIK
3285 REM
3210 B(1.1)=3\*F(1,1)
3220 E(1.2)=5\**(1,2)
323@ B(1,3)=3汼月(1.3)
3244 REEM
3250 E(2.1)=5%标(2.1)
326日 E(2.2)=34*P(2,2)
3270 E(2.3)=5'4*P(2.3)
32BE REM
3230 E(3.1)=52粕(3.1)
3S00 E(3,2)=5工枂(3.2)
3310 E(3,3)=3工㛀(3.3)
3 9 2 9 ~ R E M
3330 E!4.1%=TM
33401 B(4.こ)=T',
350 B(4.3)=TZ
390@ FETLIPH
3995 FEM
40GO FEM FEFFOPM TRANSLFTTION
40GE REM
4C10 FOF O=1 TO NF
4015 FEM
400 YT=S!1.09-%[

```
    \(Y T=E(2, Q)-Y C\)
\(4840 \geq T=5(3, R)-\geq C\)
4045 FEM
\(4950 M(1, Q)=X C+(X T W B(1,1)+Y T * B(2,1)+Z T * E(3,1)+E(4,1))\)
\(496\left(M(2, Q)=T C+\left(X T W B(1,2)+4 T W_{B}(2,2)+2 T * B(3,2)+B(4,2)\right)\right.\)
\(4070 \mathrm{M}(3,0)=2 C+\langle K T * B(1,3)+Y T * E(2,3)+Z T * E(3,3)+B(4,3))\)
4 40日 NEXT 0
4900 RETLIRH
4995 REM
SODC REM FINI CEHTROID
EOGS REM
\(5010 \mathrm{P}=\mathrm{Q}: \mathrm{Q}=0 \mathrm{Q}: \mathrm{R}=0\)
\(5620 \mathrm{FDR} \mathrm{I}=1 \mathrm{TD} \mathrm{NF}\)
\(5030 \mathrm{P}=\mathrm{F}+\mathrm{S}(1, \mathrm{I})\)
\(5040 \mathrm{Q}=\mathrm{a}+\mathrm{E}(2, I)\)
\(5950 \mathrm{R}=\mathrm{F}+\mathrm{S}(3, \mathrm{I})\)
5060 HEKT I
\(5070 \times C=F / H P\)
598日 YC=Q/NP
5090 2C=R/NP
sego RETURH
5995 REM
GODO REM HIDDEN SURFACE CHECK:
EGES REM
EQ10 FOR \(F=1\) TO HF
GO2E FOR \(J=1\) TO 3
6曰3 \(C(J)=M(J, E(F, 1,2))-M(J, E(F, 1,1))\)
E(14 \(D(J)=M(J, E(F, 2,1))-M(J, E(F, 2,2)\rangle\)
E050 HERT J
606( \(\mathrm{P} 1=C(2) * D(3)-C(3) * D(2)\)
E(17 \(\mathrm{P} 2=\mathrm{C}(3) * \mathrm{D}(1)-C(1) * D(3)\)
GQB( \(\mathrm{FS}=\mathrm{C}(1)\) 精(2)-C(2)*D(1)
6090 Q1=1-M(1,E \((F, 1,2))\)
6100 Q2=1-M(2,E(F,1,2))
6110 Q \(3=5610-M(3, E(F, 1,2)\) )

6130 IF W \(W=0\) THEN GOSUB 2040
6140 HEKT F
G9GG RETLIRH

READ＇t．

\section*{THREE DIMENSIONAL SHAPE 3}

\section*{DESCRIPTION}

This program is identical to the program THREE DIMENSIONAL SHAPE 1 except that additional subroutines have been added to remove hidden lines, and to shade the faces of the displayed surfaces in respect of incident light coming from above in the \(Y\) axis. By shading the surfaces the viewer becomes fully aware of the shape of the three dimensional object as well as adding realism to the display.

\section*{RUNNING THE PROGRAM}

The parameters and data tables required by this program are the same as those used for the program THREE DIMENSIONAL SHAPE 2, consult this program for information.

PROGRAM STRUCTURE
Lines 1 to 5995 are identical to THREE DIMENSIONAL SHAPE 1 consult for details.
6000-6140 subroutine to check for hidden surfaces
7000-7330 shade the displayed surfaces

```

1 REM SD DRRWIHG 3

```

```

3 REM
1\Omega REM R THREE DIMENSIONPL SHAFE IS DRALNN B't THIS
2G REM PROGPRM.THE ROTATION POEITIOH AMD SCRLE OF THE
OO FEM OEJECT CAH EE CHRNIDED TL GIVE DIFFEFENT VIEWIHO
35 FEM FHGLES. THE FPOORAM INCOMPGPATES A ROUTINNE TO
3G REM FEMDVE HIDDEN LINES.ITHE IIEFLR'TED FRCEG RRE
3% REM SHADEI IN RESFECT DF INCIDENT LIOHT COMIHO
BE REM FROM RENME IN THE q-TXIS.
39 REM
4G REM SET COLOURE
EO GRFFHIC 2
GO ENLOR 3,3,0,10
EE REM
TG FEM DFRU EORIER RROUND SCREEN
TE FEM
EQ ODSIE SOQ
ES REM
gG REM SET UF COHSTAHITE. VRRIRELES: RNI RRRRTG
9.5 REM
1@@ DIM R(4,4)
11g DIM E(4,4)
115 DIM [(3)
117 DIM D(3)
120 E%=.
130 E%=.3
140 Gこ=.3
150
1\&0 T'T=1
170 TZ=1
180 FY=40*\pi/180
190 R't=20*\pi/180
200 RT=50%%/180
4OQ REM MAIH FROSRRM LOOP
410 gOSlle 10ac
420 00Elim sging
430 [0EUE 30日0
440 [0!112 40日0
45O BOEIT Egag

```

```

510 EOLOR 1,3.E.G
E20 BRAPHIC O
5 9 0 ~ E N T I ~
GOQ REM EORIER DFRHING SUEFOLITINE
905 REM
910 FOIHT 3.0,0
92年 DRAW 3 TO 0,1023
9SO DPAH 3 TO 102S,192S
940 IFFH 3 TO 1023.0
OEO DFFH = TO O,Q

```
```

960 PETIMFH
OSS REM
1000 FEM IHITIALISE SHAPE
10IS PEM
1010 HF=8
1020 HE=4
1025 NF=E
1930 FEM
1040 IIM S(3,HF)
10S0 DIM ECHF,NE, 2)
1050 IIM MC3.4F)
110日 FEM
1110 FOE H=1 TO HF
1120 FEAD E(1,H),S(2,N),S(3.H)
1190 HEMT H
1135 FOR F=1 TO HF
1140 FOR: K=1 TO HE
1150 EEAI E(F.K.1).E(F.K,3)
117G HENT K
1180 HEXT F
1195 EEM
12OQ REM Y,Y,Z FOIHT COORIIHATES
1210 DATA 0.0.20日,20日, 0.200,200,0,0,0,0.0
1220 IATA 0,20日,20日,200.200,200.200,200.0.0.200.0
1295 PEM
13GO REM COHHECTIOH DRTA
1305 EEM
1310 TATA 1,2,2,3,3.4,4,1
1320 DATA 5.1,1,4,4,8,8,5
1.330 IATA 6,5,5,8,8,7,7,6
1340 DATA 2,6,6,7,7,3,3,2
1350 DATA 1,5,5,6,6,2,2,1
1360 DATA 3,7,7,8,8,4,4,3
190日 RETIIRN
1995 REM
2GOQ REM DRAW SHAPE
zag5 REM
2020 FOR K=1 TO HE
2030 U1=E(F.K.1)
2040 V2=E(F,K.2)
20145 IF v1=0 THEN 2240
2050 M5=M(1.V1)
2060 प[=\(2.V1)
2070 {E=M(1,V2)
2080 YE=M(2.V2)
2050 DS=1
210日 F=%E-YE
2110日='リE-'%

```

```

2130 LX=F,'R
2140 L'Y=0/R

```
2150 FOR I=g TO F ETEP DS
2160 <=6%0.7*(%B+T4LS%
2170 '%=1023-6%(T'E+1:4LT)
21g0 IF XCO OR 'T'CO THEN 2230
2190 IF \1023 OR '>1023 THEN 2230
2220 PGIHT 3.%.4
2230 NE&T I
2240 HEMT K
2300 GOBlIS 70日0
2900 FETIPHH
2935 FEM
SOBG FEM SET TRAHSFORMATIOH MRTEIK
2\Omega@S FEM
3010 f(1,1)=COE(R'T)*COS(RZ)
3020 F(1,2)=COS(R'T), S1M(RZ)
303G A(1., %=-SIH(PU)
3040 A(1,4)=0
30.5G F(2,1)=COE(RX;*(-ESN(FZ))+SIN(RX)*EIN(RY)wROS(RZ)
30G0 F(2.2)=COS(RX)*EOS(R2)+SIN(RY)*SINCRY)#SIN(RZ)
```



```
30日0 f(2,4)=0
```




```
3119 A(3,3)=COS(FRS*COE(RU)
3120 A(3,4)=0
3130 R(4.13=0
3140 F(4,2)=0
3150 F(4.3)=0
3160 AC4,4%=1
3155 REM
32OG FEM SET UF SCRLING RHD TRRHSLRATION MRTRIY.
32DE REM
3210 E(1.1)=EM植(1.1)
3220 B(1.2)=6,*F(1,2)
32se E(1,3)=er**(1.3)
344 FEM
3250 E(2,1)=8'*F(2.1)
3260 E(2.2)=5r每:2.2)
327g E(2,3)=6r*F(2,3)
32SQ REM
```



```
3500 E(3.2)=8工胙(3.2)
3510 E(3,3)=5工啝3,3)
3O2G REEM
360 EC4,1%=T:
3340 B<4.2:=T'\
3350 F(4,3:=Tこ
3900 RETUPH
3995 REH1
4OQO FEH FEFFOFM TRAHULRTION
40GS REH
```

```
4010 FOR R=1 TO NP
4015 REM
4020 XT=S(1,0)-YL
4@30 YT=E!2,0)-TC
404区 マT=Eく3.0%-2ロ
404.5 FEM
```




```
4076 M(3.0)=2C+(xT*B(1,3)+'TT*R(2,3)+2T*S(3,3)+B(4,3)?
4080 RENT Q
4POG RETURN
4995 REM
S0日G REM FIHD CENTROID
5005 REM
5010 P=0:O=O:R=O
5020 FOR I=1 TD HP
5030 P=P+S(1.I)
50440 Q=Q+S(2,I)
5050 R=R+E(3,I)
EEGGOU NEXT I
5010 XC=F/NF
5030 YE=O/NP
5090 20=R,/NP
5900 RETURH
5995 REM
GODO FEM HIDDEH SIJRFACE CHECK
GOOS REM
G&10 FOR F=1 TO HF
6020 FOR J=1 TO 3
6030 C(J)=M(J,E(F,1,2))-M(J,E(F,1,1))
6040 n(J)=M(J,E(F,2,1))-M(J,E(F,2,2))
6050 NEMT I
6060 P1=C(2)*D(3)-C(3)*Dくこ)
6@7日 F2=C(3)*D(1)-C(1)*D(3)
Egeg F3=C(1)*D(2)-C(2)*D(1)
6090 O1=1-M(1,E(F.1.2))
E110 22=1-M(2,E(F,1,2))
E110 QS=500-11(3,E(F,1,2))
E12g W=P1*Q1+P2*02+P3%103
6130 IF W>=0 THEH OOSUB 2G[19
6140 RUEKT F
GSOO RETUFH
G9P5 REM
70日G REM SHADIFET
TOOE REM
7010 R1=M(1,E(F,2,1):-M(1,E(F,1,1))
7E20 RE=M(2.E(F,2,1)?-M(2.E(F,1,1))
7030 FS=M(3,E(F,2.1)?-M(3,E(F,1,1))
7040 N1=SQR(R1*R1+R2*R2+R3*R3)
7EFOR R4=M(1,E(F,4,1),-M(1,E(F,1,1))
TE60 R5=M(2,E(F,4,1)\-M&2,E(F,1,1))
```

```
7070 RE=M(3,E(F,4,1)\-M(3,E(F,1,1))
7080 W2=SQR(R.4*R.4+RE*RE+RE*RG)
T0SO R1=R1.M1
7100 R2=R2/W1
7110 R3=R3,M1
7120 R.4=R4,M2
7130 R5=RE,NO
7140 RE=RE/W2
7150 U=R3*R4-R1*R6
7160 IF IK=-.9 THEN RETIIRN
7170 IF U%-.9 RHD U<-.5 THEN IS=8
7190 IF US-.5 FHD UR.1 THEN DS=6
7220 IF LD.1 FHTD MK.5 THEN DS=4
7246 IF US.5 THEH DS=?
7270 FOR I=1 TO W1 STEP DS
7200 FOF R=1 TO W2 STEP DS
```



```
7300 'r=1023-6*(M(2,E(F,1,1))+IWR2+Q*R5)
7310 IF XC0 OR YCG THEH7340
7320 IF Y>1023 OR X$1023 THEN 7340
7336 POINT 3, %,Y
7340 NENT Q
7350 NEXT I
TEDG FETLRN
RERDY.
```


## THREE DIMENSIONAL SHAPE 4

## DESCRIPTION

Perspective is that property of viewing an object which makes objects appear smaller the further away they are from the viewer. When looking down a long pole the pole appears to be tapered, but our understanding of the real world tells us that this is not so. Thus to add realism to a three dimensional computer display it is often desirable to add perspective to the display, this program is identical to the program THREE DIMENSIONAL SHAPE 1 except that an additional subroutine has been added to remove hidden lines, and the drawing routine has been modified to incorporate the hidden perspective algorithm.

## RUNNING THE PROGRAM

The parameters and data tables required by this program are the same as those used for the program THREE DIMENSIONAL SHAPE 2, consult this program for information.

## PROGRAM STRUCTURE

Lines 1 to 5995 are identical to THREE DIMENSIONAL SHAPE 1 consult for details, except for the following:
2000-2240 shape drawing routine incorporating perspective algorithm in lines 2030 to 2045
6000-6140 subroutine to check for hidden surfaces


1 REM 3 D DRPRING 4

3 REM
10 FEM A THREE DIMENSIDNRL SHAFE IS DRAWN E＇THIS
20 REM PFOGRRM．THE ROTRTION FOSITION AND SEALE OF THE
OQ FEM OBJECT CAH RE CHAHGED TO GIVE DIFFEFENT UIEHIHB
35 REM RHGLES．THE FROBPRM INEIRPORATES A ROUTINE TD
3E REM FEHIVVE HIDDEH LINES．THE DEJECT IS DISPLRMED HITH
33 REM FERSFEETIVE．
40 REM SET COLOURE
5 BRAFHIC 2
60 COLOR $3,3,0,10$
65 REM
TO REM DRAN EORDEF RROUAD GCREEH
75 REM
80 gnslie 9el
SS REM
Eg FEM SET UP CONETANTS，WRAIFELEES FhUD RPFFITS
OS REM
100 IIIM A（4：4）
110 IIM E（4，4）
115 TIM C（3）
117 IIM 153.
$1208 \mathrm{~S}=.1$
130 St＝． 1
$140 \mathrm{EZ}=.4$
$150 \quad T X=-20$
$160 T^{\prime} \boldsymbol{T}^{\prime}=-59$
170 TZ＝1
$180 \mathrm{FM}=1 * \pi / 180$
190 $R^{\prime} T^{\prime}=1 * \pi \prime 189$
20日 RZ＝1＊$\pi / 180$
400 REM MAIH FPOBRRM LODP
410 OUSILE 10日Q
420 6nsub 50ge
430 6nsils 3090
448 OOSUE 4090
450 GOElB EROC
500 OET As：IF A玺＝＂＂THEN 5Og
510 EOLOR $1,3,6.0$
520 GRAFHIE 9
530 END
OAD REM EORDEF DRAMING SUPROUTIPE
905 REM
910 FOINT 3， 8,0
E30 DRFH 3 T0 0，1023
930 ПRf4 3 TO 1023．1023
940 DRA4 3 TO 1023．
950 IPAH 3 TO 0.0
gEO FETLIFH
OgS REM

```
10GO REM INITIALISE SHAPE
1005 REM
1010 HF=S
1020 NE=4
1025 NF=6
1030 FEM
1040 DIM S(3,NF)
1050 IIM ECHF,NE,2)
1060 IIM M(3:HP)
1100 REM
1:110 FOR N=1 TO NP
1120 RERD E(1,H),S(2,H),S(3,H)
1130 NEXT N
1135 FGR F=1 TO NF
1140 FOR K=1 TO HE
1150 FEAD E(F.K.1),E(F,K.2)
1170 HEKT K
1180 HEXT F
1195 REM
12gO REM X,Y,Z FOIHT COMRDIHATES
1210 DATA 0.0.200.200,0.200.200,0,0.0.0.0
1220 TATA 0.200,200,200,200,200.200,200,0,0,20日,0
12O5 FEM
13OQ REM COHNECTIOH IATA
130E REM
1310 IATA 1,2,2,3,3,4,4,1
132\Omega IATA 5,1,1,4,4,3,8,5
1330 TATA 6,5,5,8,3,7,7,6
1340 TATA 2,6,6,7,7,3,3,2
1350 IATR 1,5,5,6,6,2,2,1
1360 DRTA 3,7,7,8,8,4,4,3
1900 RETIIRH
1995 REM
2gOg REM IRAW SHRPE WITH PEREFECTIVE
20C5 FEM
2020 FOR K=1 TO NE
20S0 Y1=E(F,K,1)
2033 PE=ARE(30日>(M(3,V1)-300))
2040 U2=E(F,K,2)
2643 FF=APS(300, (M(3,V2)-300))
2045 IF Y1== THEH 2e40
2050 प5=FEKM(1,V1)
2@EM TE=FE:*M<2,V1?
2070 YE=FF*M(1.VZ)
20E日 पE=FF*M(2.पこ)
2090 ns=1
2100 P=%E-4, 
2110 0='rE-'T'B
2120 R=SOR(F**+O*Q)
2130 LP=F/R
2140 L'T=%P
```

215 FOR $I=0$ TO R STEF DS


2130 IF $K$ KO OR＇TCE THEN 2930
2190 IF צ1023 OR Y Y 1023 THEN 2230
$2220 \mathrm{FOINT} 3 . X, Y$
2230 HEXT I
2249 HEXT K
2900 RETURN
2995 REM
3000 REM GET TRAGSFOFMATIOH MATRIK．
30 EE REM
$3010 \mathrm{~A}(1,1)=\operatorname{COS}(R Y) * \operatorname{COS}(R 2)$

$3030 \mathrm{~A}(1,3)=-51 N(R Y)$
$3040 \mathrm{R}(\mathrm{I}, 4)=0$


3070 R（2， 3 ）$=51 N(R X) 4003(R Y)$
$3059 \mathrm{~A}(2,4)=0$
$303(\mathrm{~F}(3,1)=(-S I N(R X)) *(-S I N(R Z))+C C S(F X) * S I N(R Y) * C O E(R Z$

$3110 \mathrm{~F}(3,3)=C O S(R X .2 \boldsymbol{C O S}(\mathrm{RY})$
$3120 \mathrm{~F}(3.4)=0$
313 （ $\mathrm{F}(4,1)=0$
$3140 \mathrm{~F}(4,2)=0$
$315 \mathrm{G}(\mathrm{A}(4,3)=0$
$315 \mathrm{f} \mathrm{f}(4,4)=1$
3135 REM
32Q REM SET UP SCRLING RID TRFNSLATION MATRIK．
3205 REM
$3210 \mathrm{~B}(1,1)=\Theta \times ⿻ 丷 木 斤(1,1)$
$3220 \mathrm{~F}(1,2)=\mathrm{E}$ 体 $\mathrm{F}(1,2$ ）
$3230 \mathrm{~B}(1,3)=6$ 榲 $A(1,3)$
3240 REM
$3250 \mathrm{~B}(2.1)=8 \mathrm{~T}^{\prime} \mathrm{A}(2,1)$
$3260 \mathrm{~B}(2,2)=\mathrm{ST}$ 粗 $(2,2)$
$3270 \mathrm{E}(2,3)=6 \mathrm{~T}^{4} \mathrm{Q}(2,3)$
$32 B 0$ REM
3200 R（3，1）＝52＊R（3．1）
$33010 \mathrm{~B}(3,2)=824 \mathrm{~F}(3,2)$
3310 B（3，3）＝E24F（3．3）
S320 FEM
$3330 \mathrm{~B}(4,1)=\mathrm{T} \%$
$3340 \mathrm{~B}(4,2)=T \mathrm{~T}$
3350 $\mathrm{R}(4,3)=\mathrm{TZ}$
3900 EETUFH
SG95 REM
4619 REM FERFDEM TFAMSLATION
4005 FEM
$4 \mathrm{~S} 19 \mathrm{FOR} \mathrm{D}=1 \mathrm{TO} \mathrm{HF}$

```
4015 REM
402G XT=S(1,O)-XC
4030 ''T=S(2,Q)-4C
4040 \geqT=5(3,0)-2C
4045 REM
4050 M(1.0)=YC+(XT慁B(1,1)+YT*B(2,1)+ZT*E(3,1)+B(4.1))
4060 M(2.0)=YC+(x,TB(1.2)+rT*E(2.2)+ZT*B(3.2)+B(4.2))
```



```
4gEO HEST Q
```



```
4995 REM
SGRO REM FIHD CENTROII
5005 REPI
5@10 F=O:Q=O:R=0
5020 FOR I=1 TO NP
50130 P=P+S(1,I)
5040 0=0+5(2,I)
E150 R=F+S(3,I)
5g60 NEXT I
5070 MC=PNAP
503日 T'R=0/N&
5090 2C=R,NP
59gO RETIURH
5995 REM
Eg0日 REM HIDDEN SURFRCE CHECK
6005 REM
6010 FOR F=1 TO NF
6029 FOR J=1 TO 3
6030 [(J)=M(J,E(F,1, 2))-M(J,E(F,1,1))
E049 I(J)=H(J,E(F,2,1))-M(J,E(F,2.2))
6050 NEYT J
60E0 F1=C(2)*D(3)-C(3)*D(2)
E078 P2=C(3)*D(1)-C(1)*11(3)
```



```
6090 \1=1-M(1,E(F.1.2))
6100 Q2=1-M(2,E(F,1,2))
6110 0.3=50日-M(3,E(F,1,2))
E120 W=F1*N1+P2目2+P3*R3
6130 IF W>=0 THEH BOSUB 20AQ
E14Q NEKT F
690G FETLIRN
```


## INDEX
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## VIC Graphics

Written by Nick Hampshire, author of many books on popular computing and publisher of Commodore Computing International, this book provides the reader with an introduction to programming techniques used to generate graphics displays on a Commodore VIC. Topics covered include:

- Using colour
- Two dimensional shape plotting
- Shape plotting
- Shape scaling and stretching
- Shape movement
- Shape rotation
- Plotting using matrix manipulation
- Three dimensional shape plotting

Vic Graphics is a must for every VIC user who wishes to use the machine to its maximum graphics display potential.
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